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Abstract

This report discusses the development of the TEXspec Computer Aided Software Engineering (CASE) tool,
which assists with the development and documentation of software in an environment where software quality
is closely monitored, perhaps by independent regulators. The tool can assist in the development of a broad
range of software, but is targeted at the software that implements mathematical models.

TEXspec generates requirements specifications, design specifications and compilable code in a structured

form while ensuring consistency between products.

The original application of TEXspec was to assist developers of software modeling a repository for Canada’s
high level nuclear waste to achive compliance with a quality assurance standard specified by goverment

regulators.

This report details the form of documentation products produced by TgXspec and all required inputs. It
discusses the processing that TgXspec uses to convert input into final products. The method of ensuring
consistency between products is reviewed. Instruction is provided for operating TEXspec using a graphical
user interface. The significance of the work is discussed and directions for future development are suggested.

Some of the requirements of TRXspec are continuing to evolve. As such, the development is of necessity of a
prototype, or spiral model, nature. This report acts as a status report on the development of TgXspec and

provides a reference for both users and programmers.



Acknowledgements

The author acknowledges the guidance, patience and funding provided by Ontarioc Pawer Gereration sup-
porting the development of the TiXspec CASE tool. Paul Gierszewski has acted as project officer providing
valuable feedback and ariginal ideas.

Many TgXspec documentation products have been reviewed by Ted Melnyk and Chuck Kitson. Their
feedback provided valuable input to the development process.

Many of the innovative concepts implemented by the TEXspec system, including the separation of content
from format of documentation, originate with Tetry Andres, who co-supervised TEXspec development. Some
of these concepts were researched initially by Dennis LeNeveu, whose Fortran program TgXdef inspired
TEXspec.

Dr. Sylvanus Ehikioya served as co-supervisor at the University of Manitoba. He has responded to an

unknown path to be travelied under tight time constraints in an effective and helpful manner.

The patience and support of Atomic Energy of Canada Ltd. management, in the persons of Alf Wikjord
and Peter Sargent has been crucial to the development of TgXspec. The unusual employment situation as

the research site in Pinawa is wound down has been a challenge to everyone involved.

The administration at the University of Manitoba and the Institute of Industrial Mathematical Sciences
(IMS) have reacted to the peculiar circumstances in Pinawa in a highly flexible and patient manner. Pro-
fessor John Brewster directs the [IMS and has led the way.



Contents

1 Introduction 1
L1 Problem Definition . . . . . . .. ... ... e L
LLL Commercial Tools . ......... .. ... ... . .. . . ... ... 2

1.I.2  Yourdon/DeMarco Methodology . ... ... ....................... 2

1.I.3 Design Specifications . . . . . . . .. ... ... e 3

L.1.4 Experience with Software Quality Control . . . . .. . .. ... ... ......... 3

1.2 Objectiveofthe Study . . . . . . . . .. . .. .. e 4
1.3 Significanceofthe Study . . . . . . . . . . . . e e e, 3

L4 Limitations . .. .. ... .. ... e 5

15 Related Work . . . . .. .. .. . e e e 3
L6 Notations . . . . . . . ... e e 6
1.7 Organizationof the Report . . . . . . . . ... ... ... .. ... 7

2 Specification and Design 8
21 The TRXspec CASETool . .. ... ... ... . ... i, 8
2.1.1 Requirements Specification for TRXspec . . ... ... ... ... ... ... ..., 8

2.1.2  Architecture of TEXspec - . . . . . . .. . Lo 9

213 Designof TRXSpec . . . . . o ittt e e e e e e e e e 10

2.1.4 Implementation Language . . . . . . . . . ... ... ... .. ... 13

2.2 Application Shared Components . . . ... . . . .. .. ... ... 14
2.2.1 Requirements Data Dictionary . . . . _ . ... ... ... ... ... ..., 14



222 DesignDataDictionary . . .. ... .. . i ittt i i e 15

223 Dictionary Listing . . ... .. .. .. ... ... e 17
224 Equations . . .. . ... . .. .. e e e e e e e e 18

2.3 Applicaticn Composite Camponents . . . . . . . . . ..ttt e e e 20
231 DataFlowDiagrams . . . . . ... .. ... ... ...t ee e 20
2.3.2 Process Specifications (Mini-Spees) . - . . . . . . ... L. o oLt 25
233 DesignSpecifications . . . . .. .. .. ... ... . e 2”7
234 StructureCharts . . . . . . ... ... e k]
235 Manuals . . . .. .. . e 16

3 Graphical User Interface 37
3.1 Architecture. . . . . . . .. e e e e 37
3.2 ConfigurationandtheSearch List ... .......... ... ... ... . 00t enew... 38
3.3 Requirements Data Dictionary . . . ... .. ... ... . ... ... 39
34 DesignDataDictionary . . . . .. .. ... . . .. e e e e i1
3.5 Dictionary Listing . . . . . . .. ... e i1
3.6 Process Specifications (Mini-specs) . . . . ... . ... ... i i e e 42
37 DataFlowDiagrams . . . . . . . . . ... . it ittt e e et e e 43
3.8 Design Specifications . . . . . ... ...l e e e e e e 45
39 StructureCharts . . . . . ... . ... e 48
3.10 Manualsand Equations . . . ... .. ... .. ... .ttt 49
311 Java ~ PerlInterface . . . . ... . ... . ... ... e 49



Conclusions 52

4.1 Maintenance and Future Development . . . . . .. ... ... ... . ... ... ... ... .. 52

Sample Data Flow Diagram 54

Sample Design Specification 56
Bl Qutput . . . .. e e e e e et e e 36
B Imput. . . ... e e e e e e e e 63

Sample PERL Script 68

Sample Java Module {(GUI) 7
Installation 83
E.l PrerequisiteSoftware . . . . . . . . . .. . .. e e 83
E.LL Perl . ... . e e 83
E12 TRXand IEX . . . . . . e 83
EL3 Noweb . . . . . .. . ... e e e s &
E.1.4 JAVA Runtime Environment . . . .. ... .. .. ... e 84
E.2 TgXspec Specific Installation . . ... .. ... .. ... .. ... .. ... 84

El



1 Introduction

The Deep Geologic Repository Technology Program (DGRTP), administered by Ontario Power Generation
(OPG) , is charged with developing technology to deal with Canada’s high level nuclear waste. Atomic Energy
of Canada Ltd (AECL), as a major contractor to the DGRTP, has accumulated considerable experience
developing computer programs to model a deep geologic repository for used fuel (8, 9]. These programs
require software of demonstrably kigh quality to support results presented to the Canadian Nuclear Safety
Comumission (CNSC) and the public.

In 1999 the Canadian Standards Association (CSA) adopted a standard (CSA N286.7) [4] for the development
of nuclear safety related computer programs, a scope that included many DGRTP models. While the
software development process used previously was considered robust, it required refinement in aorder to

achieve compliance with the standard.

The TEXspec project seeks to address the issue of compliance with the CSA standard in a general way. The
objective is to develop a tool to support a compliant software development procedure while imposing a min-
imum of additional averhead. The tool must support the use of diagrams and/or graphics and mathematical
notation. While TgXspec is optimised to meet the particular requirements associated with modeling the
disposal of Canada’s nuclear fuel waste, it is hoped that TgXspec will find more general usage.

1.1 Problem Definition

The principles of the CSA N286 standards require that

o All software products be subject to a review by qualified staff,
¢ Genealogy of products be preserved and

e Ownership of products be clearly defined.

To adhere to these principles, products must be clearly delineated and countroiled. Where multiple products
share common components, this can become difficult to achieve. For example, the same mathematical equa-
tion might appear in the theory manual, requirements specification and design documentation. The equation
may have been developed by one author, the requirement specification by another and the design documen-
tation by someone else. Tracking this relationship requires that the equation be maintained separately from
the products that reference it.



The requirement to document the INROC [16, 17] computer program in a CSA N286.7 compliant manner
has led to the development of the TgXspec Computer Aided Software Engineering (CASE) tool. TpXspec
implements support for software development methodologies used in the development of INROC documenta-
tion, including requirements specification, design description and manuals. TpXspec is designed to allow for
enhancements handling other software development praducts outlined in CSA N286.7, and may be expanded
to include other methodologies (including object ariented approaches). It is intended to be sufficiently flexible

to permit enhancements tc include other phases of the software development life cycle.

1.1.1 Commercial Tools

Several commercial CASE tools have been examined, including DecDesign[6], Graphical Designer(1|, Software
Through Pictures[11, 27, and Teamwork{3]. Each of the examined tools was found to be deficient in one or

more critical areas:

o Lack of support for scientific and mathematical notations. The nature of the models demands that
mathematical notations ( e.g., Ai(t) = [y [F/¥(r)]dr ) be permitted in specifications, including
diagrams.

o [nsufficient accountability. The principle of ownership and accountability for products is not strictly
enforced. While a record of who updated products is often kept, the process control is often inadequate.

For example, anyone who shares a data dictionary might be permitted to update any entry without

regard to individual ownership of particular entries.

¢ Assembling large products from smaller components is not adequately supported. In the experience
accumulated with the INROC program and it’s predecessors (18], many software defects were found to
be the result of transcription errors between products.

¢ [nsufficient consistency checking between products.

1.1.2 Yourdon/DeMarco Methadology

TgEXspec is based on the Yourdon/DeMarco structured analysis methodology (5, 30] for software development.

Many models have, to date, been described using a modified Yourdon/DeMarco methodology {15]. Although
0OQ methods would perhaps be more appropriate for some models, priority is given to the more common
structured analysis methodology. Products associated with this methodology are:

e Data flow diagrams (DFDs),



s Process descriptions (mini-specs),
e Structure charts,
¢ Module design descriptions (Design Specifications), and

o Data dictionary listings.

Data Flow Diagram (DFD)s and Mini-specs comprise the requirements specification, while Structure Charts
and Design Specifications specify the design. Data dictionary listings may be separated into requirements

and design, or combined into a single product.

Although Object Oriented (OO} analysis and design is appropriate for many software applications, there are
still applications for procedure/flow based software. [n particular, some models which are basically linear in
structure, including maay scieatific models, are best described using non-Q0 techniques.

1.1.3 Design Specifications

Module design descriptions form an engineering blueprint for code [20, 24]. A programmer serves analogously
to a construction tradesman, who implements the design. This philosophy has resulted in design documen-
tation which closely parallels the final code or pseudo-code [19]. The design specification and compilable
code can be sufficiently similar that creating and maintaining both can be an inefficient use of resources.
The two must also be closely monitored to ensure that they are synchronized. The duplication of effort must
be reduced and the chance of incousistency between products must be addressed.

1.1.4 Experience with Software Quality Control

Many models and associated programs are most clearly specified using mathematical abstractions. While it
is possible to express A (t) = [ [F¥(r) + Ay Ap (r) — FOUT (r)] exp (=i (t — 7)) dr in plain english text,
it is much more convenient and expressive to utilize the mathematical notation. It is therefore imperative to
support the use of this kind of notation in software development products, including requirements and design
specifications, as well as manuals and other documentation. The transcription of mathematical notation has

proven to be error-prore [18], and must be minimized.

The relationship between Requirements and Design leads to other common items between their specifications,
as they are different expressions of the same system. For example, a requirement specification might specify
a ‘density’, denoted as ‘p’, with physical units ‘%’; the design might then specify a real variable ‘tho’ with

the gama 3!:!!:"\“.’06 and dasavintinn Mﬂng sommarsinl (C"AQE tanls maintaein a8 somnnn Data n;nfinnsl—g’ LCag
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handle some of this overlap between Requirements and Design. This approach, unfortunately, can compro-
mise the principle of responsibility for products. In an environment where the genealogy of products must
be known, sharing a common Data Dictionaty must be carefully controlled, or multiple data dictionaries can
be used. In the past, DGRTP has used multiple data dictionaries, but this has led to transcription related
defects, and a propensity for dictionaries to fall out of synchronization. In addition, any attempt to merge
dictionaries has had to resolve duplicate entries.

For the models implemented for a single environmental assessment, AECL invested over $1 million to verify
software by unit testing [18]. The result was far from encouraging. The contractor (Science Applications
International Corporation) found many defects in the documentation and transcription between products,
but nothing that could materially affect results. An embarrassing number of defects was reported.

The format of software documentation may have a much shorter lifetime than the software itself. Docu-
mentation for some long lived Fortran modules have been published in Mass-11 (a word processor that is
no longer supported), Wordperfect, MS-Word, and others, all with differing styles. Software supporting a
single study has been published in several different formats. This experience suggests that the content of
documentation should be separated from the presentation; the information should be collected independently

and assembled according to the current format in use at the time of final publication.

Attributing ownership and responsibility for products is a basic principle of the CSA N286 standards. In
order to effectively reuse common information, while remaining faithful to this principle, it is helpful to
collect, in very small pieces, information used to assemble software products. The dependencies between
products and components are easier to manage if the shared information is not contained in large packages.
Keeping the granularity of components very fine also allows ownership to be tracked, without assigning
ownership to more than one individual.

Verification of consistency between software products has been a costly and error prone procedure [18]. The
number of products has been high, and verification has not been sufficiently automated. If a high granularity

of components is desired, then automation is clearly required.

1.2 Objective of the Study

The objective of this study is to develop a tool to assist in the development of software and associated
documentation compliant with the CSA N286.7 standard [4]. The tool must address some of the deficiencies
observed in commercial CASE tools which make those tools difficult to deploy for the development of software
that implements mathematical models.



1.3 Significance of the Study

The TgXspec tool described in this report is a stepping stone to compliance with the CSA standard for the
development of nuclear safety related computer programs. This compliance is expected to be required to
support future licence applications to the CNSC.

The tool offers a viable CASE capability for computer programs which are best specified with intensive use

of mathematical notation.

1.4 Limitations

TgXspec is a prototype. Many features in both the underlying technology and in the usability remain to be
addressed. Some of the requirements of TgXspec are continuing to evolve. As such, the initial development
is of necessity a prototype, developed using a spiral model. This report is a snapshot of the current state of
TgXspec development.

Currently, TEXspec can only generate design documents for Fortran-77 code. In the next stage of develop-
ment, this will be expanded to include some Fortran-90 extensions, including *modules’. In the future, this
is expected to expand further to include other languages.

The Graphical User Interface (GUI) is in an early stage of development. The editors are not sophisticated,
with no search-and-replace capability. Development of graphical products is based on non-graphical editors
and no preview capability has been implemented. The system is usable and effective, but there is still room

for development and further research.

The system has not yet been integrated with a secure configuration management system. Effective sharing of
data and meaningful software audit capabilities await this development. This could be expanded to integrate
with a change control system.

The data processing and the GUI are currently both run on the same machine. A client/server model might
be an important development in the future, assigning the compute and /O intensive processing to a server,

1.5 Related Work

Aside from commercial CASE tools, the work of Wieringa {29] is notable. The Toaikit for Conceptual Mod-
eling {TCM) is implemented to support the Toolkit for Requirements And Design Engineering (TRADE).
This tool generates several different diagram types and even performs some consistency checking of data flow

A3, Tt e ol e b e LFTAITW LIV et sl oo v vt admsrrembales bhaerrdlo wemsbe
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ematical notation and does not integrate well with an acceptable Data Dictionary. Even so, a modification
of TCM may provide a useful interface for TgXspec.

Also a possibility for a drawing interface, ¥TEXcad [14] provides a GUI capable of handling math-centric
IATEX [13] labeling, but would require some modification. Like TCM, [¥TEXcad is also a single platform toal,
running under Microsoft Windows (MS-Win).

Another CASE tool which uses Java as a front end is the ArgoUML {22] design tool. ArgoUML is exclusively
an object oriented tool. The interface is mature and allows the user to interact directly with diagram

components. Since ArgoUML is an "open source’ project, the code is available.

TiXspec is built on the BIEX foundation with a pair of significant extensions. The Noweb [21] system
for Literate Programming is used to separate module Design Specifications and compilable code. Graphics
extensions suitable for the generation of diagrams are provided by the xypic [23] package.

1.6 Notations

TgXspec input files are ASCII files, organized as ‘field: value’ pairs. When specifying the content of these
files, the following notation is used:

FieldName: description of value

The *description of value' is contained within delimiters as follaws:

e Orequired field, may appear only once«
o Drequired field, may appear more than onced
e >optional field, may appear only once<

e >optional field, may appear more than once=

Where sets of ‘field: value’ pairs are grouped, the group is named in bold type within brackets for later
expansion. The same delimiters are used. For example: >[group name|< specifies a group of fields which
is required and may appear more than once.

These delimiters are used rather than the more conventional bracket/brace notations to allow for non-
ambiguous delimitation of TEX content, which uses brackets and braces.



1.7 Organization of the Report

The remainder of this report is organized as follows. The underlying technology of TgXspec is detailed in
Chapter 2, including the requirements, design, and various file formats. The user interface for TgXspec was
implemented separately from the underlying processing and is detailed in Chapter 3. Chapter 4 offers some
concluding remarks and suggests some directions for further development. Appendices contain sample code
listings and examples of the longer TRXspec inputs and products that are not fully shown in the text. The
final appendix provides instruction for installing TgXspec.



2 Specification and Design
2.1 The TgXspec CASE Tool
2.1.1 Requirements Specification for TgXspec

The TEXspec application is based on the following requirements:

o Assemble user inputs to generate consistent publication quality Data Flow Diagrams (DFDs) and
Process Specifications in a modified Yourdon/DeMarco format. This includes support for ‘leveled’
diagrams [30], which allow a “parent’ process ta be decomposed in a ‘child’ diagram.

¢ Permit the use of composite data flows on DFDs. Break composites as required for a child DFD or
Process Specification (Mini-spec}.

¢ Ensure consistency between the data flows shown on the DFDs and Mini-spec.

¢ Generate Structure Charts and Design Specifications.

¢ Ensure consistency between the flows on the Structure Charts and the Design Specifications.
o Ensure consistency between the Design Specifications and executable code.

o Permit the use of mathematical notation in all products.

¢ Allow sharing of mathematical formulae between products.

o Permit ownership of products to be tracked and reported.

¢ Allow components under development to reference other components from a variety of sources. Stable
libraries of components should be supported as a default, which new components under development
supercede.

o Support the use of Fortran as a target implementation language.

e A user interface must be provided that allows users to interact with TgXspec in an intuitive way. The

interface should require minimal training before a user becomes proficient.

¢ [nformation to be processed by TEXspec is assumed to have a long lifetime, perhaps exceeding that of
TEXspec itself. The information must therefore be stored in a format suitable for later processing by
other programs, or perhaps the human eye.

e A ‘batch processing’ option must be supported that can capture and log processing details.

o Learning curves for both users and implementers should not be excessive. Maintenance expertise should
not be difficult to recruit or train.



o Coding languages, libraries and tools should be freely available.

o The system must be portable between computing platforms. Although the desktop environment is
dominated by MS-WIN, being locked to any single system restricts deployment options and reduces
the number of potential users. Also, if the application were divided into client and server portions, the

server environment is likely to be more heterogeneous.

Some preferred attributes of TgXspec are not required in an absolute sense:

1. The application should run in ‘reasonable’ time on common desktop computers. This is a difficult
requirement to quantify, since the term ‘reasonable’ is subject to interpretation and what is common
on the desktop differs in time and location. Even so, it can be said that a responsive application is
preferred over the aiternative and that some design effort can reasonably be applied to achieving the
best possible performance.

2. The implementation should be maintainable. Code implemented in an uncommon language is more

difficuit to maintain, as programmers are less likely to be familiar with it.

3. There should be a migration path to allow a gradual transition from existing methods. The ‘cold
turkey’ implementation of new tools is rarely well received. A pilot project style of implementation is

preferred, as it allows operational difficulties to be dealt with before a large commitment is made.

2.1.2 Architecture of TgXspec

TeXspec's GUI is discussed in Chapter 3, which captures interactions with the user. Most of this interaction
consists of displaying and manipulating "‘component’ files, which form the inputs for the TgXspec scripts that
select components and assemble them into products. These products are primarily ITEX [13] or Noweb [21]
input files, which can be post-processed to produce cutput suitable for viewing, printing, or con:piling. While
these outputs may be viewed as being intermediate, they are intended to be retained, as TgXspec places
commentary in them to record the details of TEXspec processing.

While the GUI is a convenient way to construct components and initiate processing, it can be bypassed if
required. The components can be generated by any means that can generate an ASCII output file, including
a text editor. More importantly, the processing can be controlled by any means that can initiate a process,
with no requirement for interaction with a GUL When processing many components, or when a log of
processing is required, this ‘batch’ style processing is a useful alternative.



Neither the TEXspec scripts, nor
the GUI can display or print the
products. Figure 2.1 indicates
that an intermediate script, which
is intended to be edited by the

user, initiates TpXspec to pro-
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duce the product files, then con-
trols post-processing as appropri-
ate. This flexibility allows the

user to integrate TEXspec into ex-
isting procedures. For example,

if a static code analyzer such as
Floppy [2] is in use, it can be run

automatically on code as it is gen- Peri Scripts

erated. Interaction with a version
Assemble Inputs &

Genarate Products

control system might be desired,

or the user may even wish to com- P"

o ———

pile code as it is generated. Al- e
Figure 2.1: Schematic view of the TgXspec architecture

ternatively, processing that is not
needed can be removed, such as removing documentation generation (including IXTRX processing) until the
code Is stable.

2.1.3 Design of TeXspec

All input files for TEXspec are human readable. That is, they are in ASCII format, organized in ‘Label:
value’ pairs, which is intended to ease visual interpretation. The input files can be created using a standard
text editor and reviewed easily due to the intuitive syntax, without the overhead of an elaborate interface.

A more sophisticated interface for handling TgXspec files, which can be large in number, has been developed.
Still, the ASCII fermat files can be edited or read by readily available tools and do not require TEXspec
programs to interpret.

In order to support sharing of equations and data definitions, while tracking ownership and responsibility
for content, TEXspec supports a fine granularity of components. Components are tracked independently by
placing each in a unique file which is mapped by the file name to the name of the component and by the file
name ‘extension’ (in the tradition of MS-DOS or CP/M) to the type of component.
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TEXspec components, with associated file name extensions, are:
¢ Requirements Data Dictionary entries (.rdd: Section 2.2.1),
o Design Data Dictionary entries (.ddd: Section 2.2.2),
¢ Equations (.teq: Section 2.2.4),
¢ Process Specifications (.ms: Section 2.3.2},
o Design Specifications (.ds: Section 2.3.3),
¢ Structure Charts (.sc: Section 2.3.4), and

¢ Manusls (.tex: Section 2.3.5).

In order to share components between individuals and projects, the location of these files is flexible. A ‘search
list' provides a list of directories to be searched sequentially for component files. This is often referred to as

a ‘PATH’. A different ‘search list” cah [ rivera. #a04\oone 1\ dealgn\ rer00CI\ work

be provided for each component type | .. ‘i@ setioons 4 o S inresumnLtpect

in a file named *.TeXspecrc', as shown |, Fifi®sstficentia)

wt\aba iu\.ln\m:\eumm\m\

. . o

in Figure 2.2 :‘;“‘*I Se04\conf 15\

- Anet sz\n!. [ 3
wtaba m:uu\mt\nlM\M\m\m\
wil\ae _shr\ips\intioed02\Crglld\btosda\1na\

i i is i \aleene\1pa\int)acea2\cngca \ducoda\s o\
This mechanism is intended to be s o a2 .
. . Wz\Eha_shz\IM\ g : et e """D. \
supplemented in future versions of *:\Ehe_anc\IM\ Iy \oot\

ol s:\uf. -u\e-cu\m\v-m:\-u\
. £2\ufp_saos - ; ¢
TgXspec. It is intended that compo- | .s: e \atapsaOt\omeiny A\

zz\ufdp_sadd) Lag\
. . Jdfd: xz\ufdp_s -u\-uzu\”\v-m\—a\
nents should be ‘installed’ in a con- o \ufdy_sadd g tariovoisgreay
£ \ufdp_¢ nu \var000S\ agram\

figuration management system for fu-

PFigure 2.2: Example .TeXspecrc flle, specifying search lists by compo-
nent type

ture reference. Once installed, depen-
dencies between components would be
monitored to ensure that the creator of a product is not surprised by a change in his product caused by
a change in a referenced component (a ‘sub-component’) for which someone else is responsible. For the
moment, however, the directory search list meets the requirement, ailowing components to reference other
components from a variety of sources. This mechanism will continue to be supported as a *working area’.
That is, the ‘search list’ will be set up to specify that working directories be searched first, followed by
libraries under the configuration management system.

Component files are each assigned a version of format ‘NINA', where ‘NN’ is a two digit integer indicating
the installation number and ‘A’ is a single character ‘draft letter’ indicating changed versions between
installations. This corresponds to the scheme used at AECL to configure software versions manually.
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To keep track of the components used to assemble a TEXspec product, the ETEX input files generated
by TgXspec modules contain commentary that identifies all referenced components and the version of

. s flle 1y —— et not sl Lt
,,T) T by tar S e e the TEXspec module that assembled
1J:I9:3A 20037 - .z

' owpanent.  veenien them. A date-time stamp is included

.-.. R:\OZdp_ A\ TEXIVR \ . pl.  O2F

... designepe: O .

' 1 /Te_shr/ TIM) Top/CGASA/ LR /VO204/ oct/eles.dtd 018 and is also placed an the generated

[ . N/ “Imlhlmummlmumqlﬂl—_ it OIB

L 2NN 'xm_mlwwo:mu'-"“‘ ddd 018 .

VD Wi/Emelehe/TIV ep/CCA02VIEAGIOA/ /oud ey Akt 018 product (in the upper left corner} to

.. Wi /Ee_shr/ I/ INp/OC402/V1 T/VOZ04/A10TLENATY/ 004 /uncivas . dil 018

e e g uniquely associate the IATEX fle with

ves Wt

.. -:l-_-mnnn' 02/V1t/V0I04/dictionary/ood/mumsec.ddd  0I1C que y ciate the € Wi

oo W:/Iba_shr/IFA/Tap/tCa02/V1E/VOI04/dictionary/ocd/tegeea. did  01C . ..

.. M:/Eee_shx/TIA/ TEp/CCA0/VI £/V0204/ dictienary/cos/sec. déd 018 the associated pl'Odl.lCt. By retaining

.. Wt /Mha_shr/ TN/ INp/CCA02/V1 C/VOZ05/d1aCi onary/ood/Tag.add  01B

.. We/lhe_shr/TH/ Imp/C402/V1e/V0I05/dictionary/evi/nalme . dad  JIA . . . .
the XTEX file, it is possible to audit

Figure 2.3: Top of a IFTgX file generated by TpXspec, showing versions the content of any produc:- This is
of components

demonstrated in Appendix B.

Each formatted product has an additional configured component. The I¥TEX ‘class’ .cls file used to specify
the format of the product (in particular the page header) must be installed into the IEX system that
TEXspec will use to produce products. At the upper right corner of each generated product, the version of
the “class’ file is printed.

As discussed in Section 1.1.4, minimal formatting information is stored with the TgXspec components.
Formatting is a function of the processing of the components. The hope is that as documentation formats

evolve, the critical content of the components shall not be rendered obsolete.

Many scientific models benefit greatly from the ability to incorporate mathematical notation in their speci-
fication. One of the requirements of TEXspec is to support such notation in all products. To be compatible
with the ‘human readable’ design decision, a notation is required that stores such information in ASCII

format. This information must then be transiated into a flexible presentation format.

Since the IXTEX system is already mature and offers leverage toward meeting the requirements stated in
section 2.1.1, TEXspec produces documentation via BTEX.

To keep code synchronized with associated documentation, a literate programming [10, 12] methadology is
ideal. A single file is used to generate both a Design Specification and compilable code. Fortunately, several
systems already exist to support this method in a KTEX environment. The Noweb system was selected
because it is not sensitive to programming language, allowing TgXspec to evolve (in the future) to handle
languages other than Fortran. An additional benefit of adopting Noweb is that much of the syntax for the
Design Specification file (Section 2.3.3) is defined in Noweb, relieving TgXspec of the requirement to define
such syntax.

Components are processed by TEXspec modules according to the How specitied in Figure 2.4. Users of
12



TgXspec provide content in components in the ‘Shared Components’ and ‘Product Definition’ categories,
which together comprise the TEXspec inputs. The ‘Shared Components’ are intended primarily to be refer-
enced by the ‘Product Definition’ files.

The inputs are processed into ‘Products’ by TgXspec. These products are listed in Figure 2.4 and correspend
to the products defined by Yourdon [30] and Page-Janes [19], plus the Fortran code. Note that the output

from TgXspec is not publishable (or compilable), but must be post-processed by KIEX and/or Naoweb to
produce final products.

Product

Figure 2.4: TEXspec flaw, indicating the major scripts, with the relationship of inputs and outputs.

2.1.4 Implementation Language

The main TEXspec processing is performed by modules which have been implemented in Practical Extraction
and Report [anguage (PERL) [28]. The selection of PERL was based on a number of factors:

o it does not conflict with the requirements stated in section 2.1.1 and

o it has sufficient flexibility to act as a general purpose language.

For the purpose of developing a user interface, PERL is not as good a fit. Although a simple GUI can be
implemented in PERL using existing libraries, the required GUI is not sufficiently simple. The TgXspec GUL
is implemented in Java. The selection of Java was based on a number of factors:

13



¢ it does not conflict with the requirements stated in section 2.1.1 and

o the associated ‘Swing’ 7] library can be used to develop a sophisticated GUL

2.2 Application Shared Components

Some TgXspec input files are intended to be shared. That is, they are referenced by other input files (see
Section 2.3). This relatiouship is illustrated in Figure 2.4.

2.2.1 Requirements Data Dictionary

Although a Data Dictionary listing (Section 2.2.3) is available as a stand-alone product, the primary use of
Data Dictionary entries is to be referenced by other components such as Mini-specs or Data Flow Diagrams.

Each entry is contained in a file name.rdd where name is the argument in the ‘Name:’ line.

Syntaz of Requirements Data Dictionary (.rdd) file

Name: O short name in ascii format - minimal for unique identificationq

LabelName: > name to appear in diagrams (if different)<

MathName: >name using mathematical notation entered in BTEX format<

LongName: D-descriptive name in ascit format - up to a sentenceq

Version: O version number for tracking history - appears on listings<

Project: o project identification<

Subproject: > sub-project identification<

Author: t>author’s full namea

Date: t>date that the entry was wriltenq

Implementer: & full name of person wha input this eniry into the system<

ImplementDate: o date that the eniry was entered into TeXspec

Reviewer: »full name of reviewer~<

ReviewDate: ~date of review<

CompositeOf: »comma delineated list of other Requirements Data Dictionary
entry ‘Name's if the enlry is ¢ compesite of other entries<

PhysicalUnits: »=SI units enclosed within square brackets<

DataType: »descriptive data type e.g., ‘integer’<

Dimension: »dimensioning information<

Description: o full description - up lo a paragreph<

An example of a Requirements Data Dictionary entry is shown in Figure 2.5. The example is a ‘composite’
entry, composed of several other entries. Naote the optional ‘LabelName’ field is used to produce labels on
Data Flow Diagrams which differ from the ‘Name’. TgXspec requires that name.rdd be a valid file name.
but the dash in the ‘sp-Alpha’ might create an illegal rame.rdd. Using ‘LabelName’ prevents the potentially
offensive syntax from appearing in the ‘Name’ field, but diagram labels can contain the dash.

14



Nama: spalph

LabelName: sp-ALPHA

MathName: saspled \alpha

LongNamne : Sampled paramaters for alpha radiclysis
Version: 018

Project: cc4e

Submodel : inroc

Author: 8.E. Oliver

Date: Oct 4, 2000

Irplemanter: S.E. Oliver
IrplemantDate: Oct 4, 2000

CompositeOf:  AALPHA,ALFCOF,ALPEDG, ALPHTI,BALPHA,CALPHA,DALPHA, EALPHA, FALPHA , NOALPE, STONCA
Description: Sampled parameaters for calculation of fuel corrosion rate
due to alpha radiolysis of watar.

Figure 1.5: Example Requirements Data Dictionary file.

222 Design Data Dictionary

Much like Requirements Data Dictionary entries, Design Data Dictionary entries may appear in a Data
Dictionary listing (Section 2.2.3), but their primary use is to be referenced by other components such as
Design Specifications or Structure Charts.

A Design Data Dictionary entry may reference a Requirements Data Dictionary entry via the ‘Requirements’
field. If this is done, any missing fields in the Design Data Dictionary entry will default to the value found
in the specified Requirements Data Dictionary entry. This is particulariy useful to avoid transcription and
synchronization problems with the ‘MathName’ and ‘Description’. Fields which are specified in the Design
Data Dictionary supercede any inherited defaults.

Currently, the ‘CompositeQf’ field is supported in the Requirements Data Dictionary only, and is unsup-
ported in Design. As TgXspec evolves to support programming languages with more advanced data structures
than Fortran-77, this will probably change.

Each entry is contained in a file name.ddd where name is the argument in the *‘Name' line.

The dictionary can specify a constant value, or a ‘condition’ may be placed on the value. A ‘condition’ is
interpreted as a a ‘precondition’ to modules for which the variable is used as input and a ‘postcondition’ to
modules assigning a value to the variable. This is usually a physical limitation on the range of valid values.

15



Syntaz of Design Data Dictionary (.ddd) file

Name:
LabelName:
MathName:
LongName:
Version:
Project:
Subpraject:
Author:
Date:
Implementer:

Reviewer:
ReviewDate:
Requirements:
PhysicalUnits:
DataType:
Dimension:
File:
Common:
Value:
Condition:
Description:

[mplementDate:

C-short name in ascii format - minimal for unigue identificationd
»name to appear in diagrams (if different)<

»name using mathematical notation entered in ATEX format<
o> descriptive neme in ascii format - up Lo a senlence<
truersion number for tracking history - appears on listings<

b project identification<

t-sub-project identificationa

b author’s full name<

Ddate that the entry was written<

o full name of person who input this entry into the system<

D date that the entry was entered into TeXspeed

»>full name of reviewer<

»date of review<

»‘Name’ of corresponding Requirements Data Dictionary entry~<
=81 units enclosed within square brackets~<

edata type suitable for program design in target language<
tdimensioning informationa

»for shared (COMMON) variables - file to contain definition~<
»name of Fortran COMMON block to contain data—<

»value if constant~<

»limitation on value, used as ‘pre-" or ‘post-condition’<

& full description - up to a parugraph<

[n cases where the variable can be directly mapped to a Requirements Data Dictionary entry, the *Require-
ments’ field can be used to specify the mapping, and any common fields are inherited from the Requirements

Data Dictionary (unless overridden here).

An example of a Requirements Data Dictionary entry is shown in Figure 2.6.

Name :

MathNane
Longiiame
Vacsion:
Project:

TR

Athog:

Date:
lmplemantar:
IsplemantDate:

DacaType:
Dimansion:
File:
Common:
Dascription:

MALPHA

a_\alpha

Fit coefficient a for alpha radiolysis
01C

CC4

IMROC

1.8, Olivar

October 25, 2000

S.E. Olivar

Octabar 25, 2000

deuble

scalar

SPALPH . INC

SFALFH

Empirical fit cosfficiant “$a$' for alpha radiolysias,
usad in the calculation of of ths degradation rate par

Figure 2.6: Example Design Data Dictionary flle.
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2.2.3 Dictionary Listing

Data dictionary entries are incorparated into other products, but can also be assembled into a stand-alone
product. TeXspec provides a module ‘formatDD.pl" which provides listings of Data Dictionary entries. It can
also provide a cross-reference, showing the Process Specifications (Section 2.3.2} and Design Specifications
(Section 2.3.3) in which they occur (optionally colour coded ta indicate the direction of flow).

A sufficient number of fields exists to make a complete listing impractical to tabulate on a single page. To
ease this problem, formatting on "legal” size sheets is supported, and the default orientation is landscape.
Even so, the user is abliged to select a subset of the available fieids for listing. The user may also specify
the width of particular fields. Usage is shawn in Figure 2.7 and a sample output is shown in Figure 2.8.

The ‘width’ fields are specified in IXTEX-style measures including units (e.g., "0.5in'). The “xref’ option
produces a cross reference column and the *flow” sub-option causes the cross reference to be colour coded to

indicate direction of flow.

Usage: formatDD.pl
RIDIM
[lines=nn]
[chars=nn]
(caps=nn]
(portrait]
{dascription[:width]]
[xref [:width] [:flow]]
[longnama ( zwidth] ]
[mathnamea [ :width] ]
[version{:width]]
[project[:width]}
[submodel [:width}]
[author([:width]]
(date [:width]]
[implementar [:width}]
{izplementdata(:width]]
[reviever[:width] ]
[reviewdate[ :width]]
(physicalunits[:width]]
(dataType (:width]]
[dimansion(:width]]
[file[:width]]
[commen [ :width}]
[value(:width]]
[coquizemants[:width]]
>filecut.tex

.». "R"equiremsnt, "D7esign, or "WYerged
. ast max lines per page

... ast chars/inch

«.. @8t CAPS/inch

-
.

Figure 2.7: Usage of formatDD.pl.
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St M W 1DV BT —
Name Versian | Lang Name Symbol Deseription Comman | Appears in

TALFCOF | 018 | Scale factor for alpha deose 3. Estimates uncertainty in piece— | SPALPH | ALPHOS

wise linear fit of aipha dose as 2
function of time a(t).

ALPHDO { 0tB alpha dose to used Riel surface a values of alpha dose rate to the | SPALPH | ALPPDS
surface of used fuel

ALPHRE | 01D release rate from alphs radiolysis A&(L) release rate from used fuel per ALPERDS
cantainer fram alpha radialysis

AREABF | 018 area of the Backfill B arez of the backfill VLCDEP

AREADZ | 018 area of the damaged zone Bz anea of the damaged zane VLGDEP

BALPHA | 01E Fit cosfficient b for 2igha radialysis | b Empirical it caefficent 'y for { SPALPH | ALPHDS

alpha radiolysis, used in the cal-
culation of of the degradatien

rate per unit surface area of fuel
co (t) = [da (¢ + €)1 100
BKFRAR | 1D frac of vault with backfll Ar = 2p{S | fraction of vauit area containing | VARIVG | VLCDEP
Backfill VLTDEP
SUFRAR | 01D frac of vault with buffer Ag =2Tg/S |fractian of vault area containing | VARLVG | VLGDEP
buffer VLTDEP
EALPHA | OLE Statistical p alpha radiglys ¥ (lﬂﬂ:-i;l_-ﬂ-? Bawed on exgerimental data cor- | SPALPH | ALPHDS

relating alpha daose to rate of
fuel corrosion. Used to estimste
the standard dewiztion of pre-
dicted corrosion rate.

EXPONA | 0IC log{predicted aipha comasion 1ate] | logéa (¢) base [0 log of predicted coro- ALPHDS
sion due to alpha dose as 3 fung~
tion of time

FALPHA | QIC Mean experimenta] alpha radiclysis | loga Mean exgerimental alpha rad-- | SPALPH | ALPHOS
alysis

Pigure 2.8: Portion of a Data Dictionary listing, including a cross reference column.
Input and autput data flows are colour coded green and red, respectively. Local variables are black.

2.2.4 Equations

Equations are held in individual files, with version information similar to other TgXspec components. These
files can be inserted into MTRX documents using the \input{} macro. A slight modification to the usual
TXspec file format stores TEXspec information in ATRX comments, as shown in Figure 2.9.

It has proved convenient to generate these files using a PC/Macintosh product called MathType, which
adds additional comments to the file, containing encoded information which allows the equation to be
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used in PC-based word processors,

\Mame CylinderiassBal
\LongWame : convection-disparsion equation (cylindeical)
H T | \WVaraion: 27 %
as well as HIRX, as shown in Fig Areo3ece: oy
ASubproiect: DROC.
ure 2.9. The comments generated ...,,,,.,,3” 2.8 Melnyk
\Dats: ¥ov 5, 1999
1 VImplamanter: T.E. Melnyk
by MathType are ignored by ITEX, N oaie: mov s 155
. \Description: In cylindrical (z,x} co-ordinates,
but can be imported back onto the |4 peies tucguv‘cuu-ﬁil;ulm mass balanos equaticn
1) for a single decaying suclide.
personal computer for inclusion in |VechTypeizzhxe? qucyOTemiqaei -""‘"';::m‘““‘“"
oiidsaticreGaikdsadCedosadbixCl
rdig

This
decreases the possibility of inconsis-

word processing documents.

tency between TEXspec documenta-
tion products and related technical
reports, memoranda, etc. that ref-

erence the same equations.

Aba¥chiXGébqgeaOGayICagAkedosabiXsl.
\asaeGaysGasAMaysGagARedosabiXGl s XGTaMi iGH2kXGCThascy 4k
togilanéqoyypoGiasaa ! 3CDSt

{{\paztial C} \over {\partial t}}

-{{D_r\kern 1pt \partial ~2C} \over (K\;\partial r*2}}
-{{D_z\kern 1pt \partial €} \over {Kr\;\paztisl r}}
-{{D_s\kern lpt \pertial “2C} \over (K\;\psrtial z*2}}
+{{V_s\kern lpt \partial C} \over [(K\:\pertial =]}
+{{\:\phi \;\partial C} \Over {Rr\kern 1pt \partisl r}}
+\Lambda C=0

Although the use of MathType is
optional, many users prefer the use
of a graphical equation editor over
ASCII input of KWIEX math syn-
tax. Figure 2.9 illustrates the use
of the graphical editor and shows
the ASCII equivalent. Other graph-
ical editors are available, inc[uding Figure 2.9: An example Equation file, shown in ASCII format (top) and
TgXaide, which is available without - "o 1o b MathType (bottom)

charge from the manufacturers of MathType (but lacks the word processor interface).

aC D.8*C D.dC D.8C  V.8C K ¢4C

+Kr&r+'\c =0

% Ko? Kror Ko Koz

The syntax for the Equation file is as follows:

Syntaz of Equation (.teg) file

%Name: t>short name in ascii format - minimal for unique identification<
%LongName: t>descriptive name in asci format - up to a sentence<
%Version: Dversion number for tracking history - appears on listings<
%Project: D-project identification<

%Subproject: D> sub-project identification<

%Author: prauthor’s full namea

%Date: date that the entry was written<g

%Implementer: O full name of person who input thiz entry into the system<
%ImplementDate: t>date that the entry was entered into TeXspecd
%Reviewer: »full name of reviewer<

% ReviewDate: »date of review<

% Description: o full description - up to a paragraph<

»~comments from MathType<

o HIEX equation<
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2.3 Application Compasite Components

Some TEXspec input files are directly associated with a final product. They typically reference the shared

components discussed in Section 2.2.

Each of these files is the primary input for TgXspec processing as shown in Figure 2.4. Note that Design
Specifications act as both a primary input for designSpec.pl and a shared component for structureChart.pl.

2.3.1 Data Flow Diagrams

DFDs are stored by name, and are assigned a number only when the processing script (dfd.pl) is run. This
mechanism allows a project to be re-numbered without necessarily changing the content of the diagram. The
output from the processing script is named according to the specified number, which is then processed by
ATEX. This naming convention is important for consistency checking, as discussed below.

Figure 2.10 illustrates this process. The diagram *Diagram-

DiagramName.ds

Name’ is assigned number 1.2.3, which is represented as *1.2.3’

in file names. Consistency checking is performed against the .\df d_1_2.tex

parent Data Flow Diagram (DFD 1.2) as described below.
dfd_1_2_3.tex
Syntax for processes (often called *bubbles’ when speaking of

Data Flow Diagrams) and data stores are described by Your- LaTeX

don [30]. Of particular importance is the distinction between
*atomic’ processes (i.e., processes which have an associated Pro- -
diagram
processes with lower level DFDs (i.e., processes associated with Figure 2.10: Dataflow Diagram processing,

child DFDs which decompose the process further) which are 3Pecifying the diagram number (1.2.3) at run
time.

cess Specification), which are shown with double circles, and

shown with a single circle.
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The syntax for the DFD file is as follows:

Syntaz of Data Flow Diagram {.dfd} file

Name: D short name in ascit format - minimal for unique identification<
Version: D>version number for tracking history - appears on listings<
Project: D project identificationd

Subproject: > sub-project identification<

Author: Dauthor’s full name<

Date: O date that the entry was writtena

Implementer: & full name of person who input this entry into the system<
ImplementDate: t>date that the entry was entered into TeXspeca

Reviewer: > full name of reviewer<
ReviewDate: >date of review<

Units: »uglid BTEX units of measure<
Labels: o ‘math’, ‘short’,‘med’, or ‘long’a

©[process spec|<
B[connector spec]<
> [datastore spec] <
(flow spec]d

> flegend spec] <

Notes: »annotation associated with the diagram~<

Where:
process spec =

Process D#<: Ddfd or mini-spec name
{name may include \\’ = line beaks for labeling)}<q

At: B,y coordinales in specified units<

atomic »flag to indicate that process is a mini-spec<
connector spec =

Connector: t>label for off-page connector<

At: &1,y coordinates in specified units<a

datastore spec =

DataStore: elabel for data store<

At: D1,y coordinates in specified units<
flow spec =

Flow: oenlry in Requirements Data Dictionary<

From: D process, connector, or data store<

To: D> process, connector, or data stored

Type: »‘static’ or ‘temporal’<

Inflection: >curvature of arrow<

RelPos: >position of label along the curve (0,1 are the ends)<

LabelOffset: »offset of label away from the curve (99 = do not label)<
legend spec =

Legend: D ‘vertical’ or ‘horizontal’q

At: D,y coordinates in specified units<q
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Connectors are placed at the ends of arrows representing flows that terminate outside the current diagram.
Processes, data stores and connectors are all located on the diagram by specifying (z,y) coordinates, in units
selected by the user.

The specified positions are relative, but the scale is absolute. The origin will be located so that negative
values will not be placed off the page. Distances between objects that are larger than the available drawing
area causes the diagram to be truncated; no scaling is performed.

Flows are specified by stating the end points (processes, data stores, or connectors), the inflection of the
curve and label location. The meaning of the values for curve inflection and label location are defined by the
xypic (23] package. The inflection is specified as the offset from linear at the midpoint of the curve, in the
same units as the rest of the diagram, with positive values bending up and to the left and negative values
bending down and to the right. Label location is specified relative to the flow, with 0 being the start of the
flow and 1 being the end of the flow, but values less than O or greater than | are permitted. Label offset
values place the label the specified distance from the curve, with positive values being above the curve and
negative offsets being below the curve.

Tatle: Detarming Spagiation of Groundwater
Version: L34 ] !
l-.:::.: um.u Flow: KCASOL
Anther: Tod Moluyk Trom: Loput KEARDL e .
Date: Feb 22, 2000 il , Chlgalawmd phatay
Implementar: fteave Oliver e -:".‘ ? >
ImplenectDate: Sep 19. 2000 L Ium“ﬂ-:x 0,18
Unita:r nches
Ladml M Tlow: fprion
¢ From: loput fprien
aohee 1:  Caloul 1 A, To: Caloulate\\Calcium-Sulphate\\Conoantrations
::1 e 1t 1,1 ta\\Ca v W Iafisatian: 0.1
ateaia ' Ralpos: 8.18
Labalogfsat: -4.15
Procsas 1: Calsulaca\\Miase\\Aaias\\Concentraticas
Ak 3.25.3 Tow: tprion
From: Loput {prioa
Treosss 3:  Adjuse\\SediumeChlerida\\Canoantrations ;.:;! Adjuat\\Soliue-Chloride\\Canoentrations
AR 2.8 esation: -0.4
atamyn LabylOffpnt: 9
Conmemtoc:  Input NCASUL b
ALr 9.5,1 ]
Cosnaqtap: IApot [peion
ae: 0.5,2 [ ]
Commentor: Iaput spmjcn
Akt 0.5.2.5 Mow: onIre
Connecter: Iaput minoc eq ::-x Cuul.l:l\\ﬂu‘:-\\unu‘\tfmmum
ac: 0.5.3.5 ' \
Connsater: Ibput spmion I.:(hc:unz :IJ;
ae: 0.5,4 10as : -
Cannestar:  Input wph LabelOffame: -0.27
At: 0.5,4.8%
Comnedtor: loput KN
A 0.5.3
Coomector: ar
Avr €.5.5
Notea:
Cenmsator: Output =L
ar: = 6.8 Taplanentad by SPOZN
o 6.3.95
Comnmector: [~ 4
At .14

Pigure 2.11: Example DFD file.
Not all flows are shawn. Note the use of the \\ to denote a line break in the ‘Process’ names.
The 'Notes’ are supplemented by generated notes from TgXspec, as shown in Figure 2.12.
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An example of a DFD file is shown in Figure 2.11, and the output genarated by TgXspec and I#TEX is shown
in Figure 2.12. A complete example is contained in Appendix A.

m=an-nu~ D-MMV‘I.I
_ INROC-LE ___jnroc
Data Flow Diagram 1.4.3 Determine Speciation of Groundwater ~ Version 01B
Author: Ted Melnyk " Feb 22, 2000
Implementer: Steve Oliver Scp 29, 2000
| Reviewer: ~ September 29, 2000

Implemented by SPCGCN

equilibrium-constants = {minor_eq, KCASUL, KW}
sp-ion = {spmicn, spmjcn, fprion}

gw-speciation = {conc_anious, ISF}

conc-majoranions = {CCL, CSUL}

conc-anions = {conc_majoranions, conc_minaranions}

Figure 2.13: Example Data Flow Diagram.
‘Notes’ are generated to detail the contents of any composite flow whose contents appear on the
diagram. The components which appear on the diagram are shown in bold type.

TEXspec supports two types of flows: ‘static” (not time dependent) and ‘temporal’ (time dependent). This
contrasts with the Yourdon [30] specification, which supports ‘data’ and ‘control’ flows. Both ‘static’ and
‘temporal’ flows would be considered ‘data’ flows by Yourdon. The visual presentation of two distinct types
of flow is similar and only a generated legend {which is optional) would betray the user who redefired the
two TgXspec flow types for the purposes specified by Yourdon. In the future, TEXspec may be enhanced to

e b ;
suppert o third {*contrel”} Sow type, or porhops an arbitrary number of fow types
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Consistency between DFDs is monitored by TpXspec. As shown in Figure 2.10, at run time dfd.pl accepts
an input parameter to define the diagram number. Generated output is tagged with the diagram number,
by including the number in the name of the file containing the generated output. The script looks for output
from the parent of the assigned diagram number by searching for the file name containing the parent’s
diagram number. If cutput from the parent diagram does not exist, then a warning message is generated. If
a parent diagram does exist, then consistency is checked, allowing for compasite flows. The input and output
flows on the current diagram must correspond to the flows to/from the appropriately numbered Process on
the parent diagram and all flows belonging to that Process must be represented on the child diagram. This
can be either an exact match, or flows on the child diagram may be contained in composite flows on the

parent.

Parent DFD 1.4.3

. : ‘Qp

Child DFD 1.4.3.2

swpk = (PH}
cone-minoranions = (C¥, CFCARB, CHPS]

Figure 2.13: Consistency Checking of DFDs.
Parent DFD 1.4.3 is shown on the left and it's only child (DFD 1.4.3.3) [s shown on the right. The highlighted
flelds illustrate consistent use of a composite flow - no highlighting appears on actual output.

Figure 2.13 illustrates consistency checking. The parent diagram (DFD 1.4.3. on the left) contains three
Processes. Process 1 and Process 3 are represented by double lined circles, indicating that they are ‘atomic’
and are detailed in an equivalently numbered Process Specification. Process 2 is represented by a single lined
circle, indicating that a child diagram (DFD 1.4.3.2) exists, as shown on the right.

To illustrate the treatment of composite flows. 'spmicn’ is highlighted in red and it's components are high-

lighted in green. The child diagram (on the right) shows inputs of *CFTOT", ‘CPTOT" and “TCAR’, which is

consistent with flow ‘spmicn’ into Process 2 on the parent diagram. Detail of the decomposition is contained
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in the ‘Notes’ section on the child Diagram. Note that ‘spmicn’ is itself a component of flow ‘sp-ion’, which
would appear on the grandparent diagram (DFD 1.4).

2.3.2 Process Specifications (Mini-Specs)

Process Specifications are stored by name and are assigned a number only when the processing script (miniS-
pec.pl) is run. This mechanism allows a project to be re-numbered without necessarily changing the content
of the specifications.

Input and output flows are specified as Requirements Data Dictionary entries. If the parent Data Flow
Diagram (Section 2.3.1) has been processed, then the flows are verified for consistency, otherwise a warning
message indicates that no verification was performed. Flows in the Process Specification must be atomic,
but the corresponding fow on the Data Flow Diagram may be composite (although this is discouraged).
Otherwise, consistency checking is analogous to checking between & Data Flow Diagram and it’s parent.

The detail of the process is specified in free form KTEX. No consistency checking is performed between this
and the specified flows. A macro is provided to allow the user to include a TgXspec equation. The macro
include Equation{name} causes TgXspec to scan the search list for name.teq and insert the contents at the

specified position.

The syntax for the Process Specification file is as follows:

Syntaz of Process Specification {.ms) file

Process: ©>short neme in ascit format - minimal for unique identification<
Version: t>version number for tracking history - appears on listings<
Project: tproject identification<

Subproject: D sub-project identificationg

Author: D author’s full nameg

Date: O date that the eniry was writtend

Implementer: o full name of person who input this entry into the system<
ImplementDate: > date that the entry was entered into TeXspecq

Reviewer: >full name of reviewer<
ReviewDate: »>date of review
\begin{description}

pshort description«

\end{description}

r \inputFlow{ Requirements Data Dictionary entry}=
> \outputFlow{ Requirements Data Dictionary entry}=<
> BTpX description of process<

An example of a Process Specification file is listed in Figure 2.14, with the corresponding specification as
generated by TeXspec and ETEX.
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Figure 2.14: Example Process Specification.

The input file on the left resulted in the specification on the right.
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2.3.3 Design Specifications

Module design documentation adheres to the concept of literate programming [10, 12|, which uses a single
source file to generate bath the Design Specification and compilable code (the same file is also referenced to
assure consistency with Structure Charts, as discussed in Section 2.3.4).

The syntax follows a hybrid format, with TeXspec specific syntax providing an interface with the rest of the
system. This component is processed by TeXspec to produce a Noweb [21] input file, which is then processed
into final products.

Noweb is a literate programming tool that permits a madule to be broken down into code chunks which
consist of blocks of BTEX commentary and corresponding compilable code. It has a simple syntax that is
portable to most programming languages, including Fortran.

Noweb code chunks that are not referenced in other chunks are placed in the defauit code chunk << »>>.
The description, declaration, "include”. and directive chunks are generated automatically by TEXspec.

Although the generated code is not intended to be a main-

module.ds

tained product, the description is replicated (as comments) in
the generated code. The code "chunks’ are also commented,
by practice. to allow easy navigation when using a symbolic
debugger.

Also carried through to the code are the variable definitions

from the Design Data Dictionary, These definitions are placed | madule.t 1 module.f
next to the variable declarations. This includes the ‘Physical

Units’ assigned to each variable and allows the use of AECL's

unit checking program ‘UNITCK' on the generated Fortran

code. UNITCK is a proprietary static analysis tool that bal- module.tex module.for

ances physical units in each executable Fortran statement. latex

The actual processing of a Design Specification occurs in . R o

¢ P P specification
stages, as shown in Figure 2.15. The processes performed by
TeXspec PERL scripts appear in highlighted boxes. Other

processes are shown as unshaded baxes.

Figure 2.15: Design Specification Processing

A Design Specification file is processed by “designSpec.pl’ to produce & Noweb (21| input file. Noweb’s two
constituent programs ‘noweave’ and ‘notangle’ independently process this file to produce a KTEX input file
containing the formatted specification (see Figure 2.17}, and an ASCII file containing the compilable code.
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Noweb output contains declarations in ‘code chunks’ which would be printed in the specification. TgXspec
prints a superset of this information in tabular format, so the ‘cleantex pl' PERL script removes the redundant
code chunks before generating the Design Specification, without impacting the generated code.

The code output by Noweb contains, by default, many blank lines which make it difficult to use a symbolic
debugger. The PERL ‘cleanfortran.pl’ is used to remove the extraneous blank lines.

Further reformatting of the code is up to the user. For example, it is possible to pass the Fortran through
CERNs Floppy [2] package to reformat the code and produce a rudimentary static analysis. Most processing
that users would perform on manually generated code can be applied to the generated code.

When revising and debugging code, it may be advantageous to eliminate the overhead of generating the

documentation as shown on the left branch of Figure 2.15 (starting at ‘noweave’} until the code is stable.

Design Specifications are checked for internal consistency between declared variables and the Fortran code.
Since information in the Design Data Dictionary is not repeated, but is extracted and placed in the Design
Specifications (and hence the code), these products cannot be inconsistent with the Data Dictionary.

Information that appears in both the Design Specifications and the Structure Charts {Section 2.3.4} is also
not repeated. The Design Specification acts as the repository of the shared information that the Structure

Charts reference so they cannot be inconsistent.

Similacly, users are encouraged to share equations in a common pool (see Section 2.2.4). Although there
is no requirement to do so, it is helpful to keep notation consistent and to propagate changes through all
affected products.

Since both the code and the formatted specification are produced from the same file, TEXspec(through
Noweb), acquires the attributes of literate programming {10, 12| systems, including consistency of the spec-
ification and the code. Correct code documented with an inconsistent Design Specification can result in

many software defects (18], which cannot occur with literate programming techniques.

Arguments and shared variables must have a declared direction of flow: ‘input’, ‘output’ or ‘input,output’.
This information is reflected in tabular listings in the specification (the table for call arguments is similar to
the table for shared variables shown in Figure 2.17). It is also used in the generation of Structure Charts
(Section 2.3.4).

When the design specification is processed by TgXspec, the Fortran code itself is examined for internal
consistency with the declared variables, including direction of flow. The use of undeclared variables is
flagged, as is the declaration of variables that are not used. TEXspec issues a warning message if variables
designated as ‘cutput’ flows are never the subject of a Fortran assignment statement, or if ‘input’ variabies
are changed. It is critical to have ‘input’ and ‘output’ correctly tagged, to ensure a correct Structure Chart
(see Section 2.3.4), Dictionary Listings (see Section 2.2.3) and Design Specification.
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The syntax for the Design Specification file is as follows:

Syntazr of Design Specification (.ds) file

Module:
LongName:
Version:
Project:
Subproject:
Author:

Date:
Implementer;
ImplementDate:
Reviewer:
ReviewDate:
Language:
Standard:
<<description>>=

b tect description<
<1 %edef description<
> [argument] <

Dmodule name in ascii formatd

>descriptive name in ascii format for Structure Chart<

D> uersion number for tracking history - appears on listingsq
D project idenlification<

D sub-project identification<

>author’s full name<

t>date that the entry was written<

D full name of person who input this entry into the system<
D date that the entry was entered into TeXspecd

> full name of reviewer<

»date of review<

& ‘Fortran-77," ‘PROGRAM’ or ‘SUBROUTINE’ ar ‘FUNCTION'a
>applicable programming standard<

!

* [shared] <
Constant: »varigble with an assigned value in Design Data Dictionary=
> (local] <
ichunk|d
Where:
argument =
Argument: D uarigble in Design Data Dictionaryd
Flow: B ‘input’ or ‘oulput’ or ‘input,output’q
Dimension: & Dimension to gverride definition in Design Data Dictionary<
> [prepost| <
shared =
Shared: p>variable in Design Data Dictionaryq
Flow: & ‘input” or ‘output’ or ‘input,output’q
> [prepost] <
local =
Local: pygriable in Design Data Dictionary<
Dimension: > Dimension to override definition in Design Data Dictionary<
Data: & Initial value<
prepost =
Precondition: »ascii tert< or
Postcondition: =ascii tert<
chunk =

> <<chunk name>>=q
> coded
o> %def chunk name<t
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The example module in Figure 2.16 has no arguments. Argument flows are placed in the flow list in the
order that they occur in the argument list. By convention these ffows would be declared before any shared
or local variables to make this order clear.

Arguments and shared variables may optionally specify a precondition and/or a postcondition, depending
on the direction of flow. If the variable has a ‘Condition’ in the Design Data Dictionary, then that condition
is taken to be a precondition and/or postcondition, as appropriate. Explicitly stated preconditions and
postconditions in the Design Specification file are added to anything contained in the Design Data Dictionary.
For example, the variable BKFRAR is declared in Figure 2,16 without a precondition, but the precondition
0 < BKFRAR < 1 is extracted from the Design Data Dictionary and appears below the table of shared

variables,

Preconditions and postconditions for arguments and shared variables can optionally be accumulated together
in the specification, but after some experimentation, the default behaviour has been set to place the conditions
separately, below the appropriate table. This generates a longer specification, but keeps associated elements
at close proximity, which makes the specification easier to read. In some cases (perhaps code which involves
few variables), the accumulated format may be preferred, so the option to overtide the default behaviour

remains.

Tables are formatted dynamically, so that no blank columns are produced. If no mathematical symbols exist
for any variable in a table, then that table will not contain the *‘Symbol’ column.

The first major heading in the Design Specification is ‘Module Components’, which identifies the Noweb code
chunks that comprise the default code chunk << ¢ >>. This section is generated by TEXspec to include any
chunks specified in the Design Specification file (which are not referenced by other code chunks), plus chunks
generated by TpXspec. The generated chunks correspond to the sections of the document, but the order in
the Design Specification is different from the order in << « >>, which specifies a compilable sequence.

For example, the << include >> code churnk is generated and placed before any executable code chunks
in << = >>, but is detailed near the end of the Design Specification. This is because few readers wish
to use this section, yet it can become quite large. Any declared variables whose Design Data Dictionary
entry specifies a ‘File’ causes the file to be included in the << include >> code chunk (‘INCLUDE’ files
in Fortran). This relieves the user from the burden of assembling the correct header files, as the job is
performed automatically.
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Figure 2.17: Exampie Design Specification.

Since the product is quite lengthy, only portions are shown here.
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Only one table of variables is shown in Figure 2.17). There are no arguments to the example module and the
table of local variables is not shown to conserve space in the figure. The table of local variables is similar,
but does not have a column for the direction of flow (‘I/Q'). [t would, however, have a column of values if
any local variables were assigned a constant ‘Value' in the Design Data Dictionary.

Two executable code chunks, ‘<< main >>" and ‘<< darcyComponents >>" are shown in Figures 2.16
and 2.17. There are several other chunks, but they are not shown. The ‘Module Components’ section of the
specification specifies the content of the default code chunk ‘<< « >>". Note that this references a number
of generated code chunks and the input code chunk ‘<< main >>', but not *<< darcyComponents >>'.
TEXspec places all input code chunks that do not appear in other code chunks into *<< e >>" in the order
that they occur in the Design Specification file. Code chunks that are referenced by other code chunks, such
as ‘<< darcyComponents >>', which is referenced by *<< main >>’, are not placed in ‘<< « >>’.

The description of the ‘<< darcyComponents >>' code chunk illustrates the use of mathematical natation
to clarify the specification. Some of this notation is input locally, and some is extracted from shared equations
in .teq files via the \includeEquation{} macro, which causes TgXspec to scan the search list for name.teq
and insert the contents at the specified position.

2.3.4 Structure Charts

Structure Charts form the high level system design abstraction. They are similar to the format specified by
Page-Jones [19], but include some additional information and use colour coding, rather than symbols and
arrows, to specify the direction of data flow.

Structure Charts assemble Design Specifications in a manner roughly analagous to Data Flow Diagrams
assembling Mini-specs. One difference is that Structure Charts are not layered, so each Module is "atomic’
and is not decomposed. The result is that a Structure Chart can be very large, so support is provided for off-
page connectors which allow the user to break a Structure Chart into sections that can be sized convienently
for publication. If multiple Structure Chart sections are connected with off-page connectors, then TiXspec
verifies consistency between them using a method similar to that used for Data Flow Diagrams. For each
off-page connector, TgXspec searches for a previously processed Structure Chart with the same name. If
such a Structure Chart is found, then the connection is validated, otherwise a warning message is generated.

Options supported by TEXspec specifically for Fortran-77 display the status of ‘COMMON” variables within
each module, as well as in the argument list.



The syntax for the Structure Chart file is as follows:

Syntaz of Structure Chart (.sc) file

Chart:

o chart name in ascii format<

Longl&ame: > descriplive name in ascii format for Structure Chartq
Version: D version number for tracking history - appears on listings<i
Project: D project identification<
Subproject: O sub-project identification<
Author: D author’s full nameq
Date: Ddate that the eniry was urittend
Implementer: o full name of person who input this entry into the systemd
fmplementDate: > date that the entry was entered into TeXspecg
Reviewer: >full name of reviewer<
ReviewDate: >~date of review~<
Units: >valid BTEX units of measure<
Labels: & ‘long’:mazimum width and/or ‘shared’a
EntryPeint: »z,y coordinates in specified units<
SubmodelColour: >submodel name:colour code (default for submodel}<
> [submodelcolour] <
&[module]jd
= [offpage] <
Where:
module =
Module: & Design Specification<
At: D1,y coordinates in specified unitsq
Background: »colour code~
Caption: »override of module long name=
CallString: =z, y-mazimum length=<
cal]
call =
Call: omoadule or off-page connector that appears on this charta
Via: >z,y point on connecting lineX
offpage =
OffPage: pname of child Structure Chartq
At: oI,y coordinates in specified units<t

Ar example of a Structure Chart file is shown in Figure 2.18, and portions of the output generated by
TgXspec and XIEX is shown in Figure 2.19.

Much of the information on a Structure Chart is extracted from the referenced Design Specifications. The
call interface, including the argument list and direction of data flow is extracted from each referenced Design
Specification and placed above the module. if Labels:shared is specified, then any Fortran COMMON blocks
are shown, in alphabetical order, with referenced variables colour coded by direction of data flow.

TrXspec performs some consistency checking between the source code contained in the Design Specifications
and the Structure Chart. If the referenced (called) modules do not agree, TgXspec issues a warning message
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that extra or extraneous calls are shown on the chart.

If Labels: long is specified, then the ‘Long Name’ in each Design Specification is placed with the module,
as shown in Figures 2.18 and 2.19. If these names are too long, the boxes become excessively wide and the

user can then specify Labels: long:len to specify a maximum width before a line break is used. Likewise, the

CallString: z,y:len syntax allows an interface string to be broken over multiple lines.

Chart:
LongName :
Version:
Project:
Submodel :
Author:
Data:

Units:
Labels:

EntryPoint:

Module:
At:
Call:
Via:
Via:
Call:
Via:
Via:
Call:
Via:
via:
Call:
Via:
Via:

SIMALL

Inventory of All Nuclides

01A

o o |

INROC

8. Oliver

December 17, 2000
Implementer: S. Oliver
IrplementDate: December 17, 2000

inchas
long, shared

2.1,9

SIMALL
2.1,7
NUCINF
2.1,6.25
0,6.25
SOURCE
2.1,6.25
1.75,6.25
ZAPINT
2.1,6.25
2.75,6.25
PRECIF
2.1,6.25
4,6.25

|

NUCINF
0,4.75
0.5,6:22

SOURCE
1.75,3
REPFUN

yellow

ZAPINT
2.75,3.5
yellow

PRECIF
4,5.25
4.5,6.05:22

REPFUN
1.75,2.25
INVTRY
yellow

INVTRY
1.75,1.5

Figure 2.18: Example Structure Chart file.
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CCL ﬁ::ig
SIMALL Version 014
Author: S. Oliver December 17, 2000
| Tmplementer: 5. Oliver December 17, 2000
Reviewer: none NA
SIMALL
Inventories for all nuclides before simulation of release
TUCTDC ATTID
FUCLIDIFSENC
LIRS
TCLIDISEEETT
I
|
FCTIFIICCTICN l . ______L'Nﬂ_‘-’lﬂf‘u‘-‘mm
NUCINF ! _ PRECIF
Sector-independent parameter information l Determine values for precursors
CAMMIIGAFSM ONTANIITVTAS  SPOCTTIDIFMAL ! EMTFIoEATY
CAPONEZISAPSUt  ATREDINIDIY SPOLIY DI ! LAVIRE | LIYTAS
CAFDMEIOLYaIR  SUCIDEIENIDE  STANUG v i DAL
CAPORXIDIFENM NUGTIX)NIDIR STANUG JYUCP AL l MEIFICECATY
CAPNT |2arsey WGIDT |3 IDLP : PRELEP | LIVTR
CAPDNUICAY3AA  NUGLIDINOPRS : PRIFFLINVYPAL

CAPONV JOLF SN TN [Dzcare
CAPONT 1DL1F Ry NUCKTE | LA TRT
DECATX [Dzcary NUCNTZ PSUL."t
OECAY DAL PRINFLISaiL :
OPIEVTILIVIRY SPCAPFICAPYE i
DPSLT ISaLEMY SPCAPYICLPUE i

ZAPINT

REPFUN

| INVTRY

Figure 2.19: Example Structure Chart. [nput and output data flows are colour coded green and
red, respectively. INVTRY i3 an off-page cannector.

2.3.5 Manuals

For the most part, manuals are simply BTEX documents. TiXspec simply defines the syntax of the equation
(Section 2.2.4) files to be inserted with the \input{} macro.

Further support for manuals will be provided once a configuration management system is incorporated into
TgXspec.

Also. the CSA standard [4] demands a number of specific documents, and templates will be provided.
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3 Graphical User Interface

To assist in the operation of the TEXspec system, a GUI is provided, making the application much more

intuitive to operate.

For the purpose of this practicum, the intention was to implement a *simple but effective’ GUIL. Unfortunately,
these objectives are not always consistent and the program now comprises over 32,000 lines of source code
in 85 modules. This compares to 8,000 lines of PERL code in 8 scripts to implement the core TgXspec
technology. At this writing, the GUI is in regular use, and has proven to be fairly robust.

3.1 Architecture

The GUI fits into the TEXspec architecture as shown in Figure 2.1. It is implemented as a Java application.
It manipulates the input files, executes the PERL scripts. and handles the output.

The application is distributed as a Java archive {.JAR) file and is initiated by a Java runtime environment.

From a command line, this often looks like:

java -jar TeXspecGUI

The initial presentation is as shown in Figure 3.1. The
user must identify himself and declare a default project
on which he will be working.

The options presented on the ‘login’ screen indicate the
future development path of the product. At the mo-
ment, the options (user identification, project, and sub~
project) are ‘hard coded’ into the application and the

‘Password’ field does not process input. These fields

will have meaning when the application is divided into

client and server portions (Section 2.1.1} Figure 3.1: TEXspec GUI Initial Screen.

The GUI is based on compouents provided with Java and two additional libraries;
o ‘regexp’: regular expression parser from The Free Software Foundation (FSF)

¢ ‘format”: Henrik Bengtsson’s printf package (for ncn-commercial use).
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TEXspec components tend to be small and held in many files. Repeatedly opening a large number of files
tends to inhibit performance on many systems, so the GUI has an abstract class “TeXspecComponent’

which establishes and maintains an inventory (cache)
of components that have already been parsed. A back-
ground process periodically scans the search list direc-
tories (Section 2.1.2) for files that have been updated
since they were last parsed and placed in inventory.

The number of windows generated by the GUI can be
large. A desktop window is used to contain these win-
dows, which avaids cluttering the user’s main desktop
with many TgXspec windows and icons. The desktop

Figure 3.2: TpXspec GUI Desktop Screen. The bar window also provides a convenient place for a progress
along the bottom is a ‘progress bar! and message aroa.

bar, as shown in Figure 3.2

3.2 Configuration and the Search List

Since the GUI is used to create and edit TEXspec components, as well as process them, the search-list has
an additional role to play beyond the base functionality. The first directory (for each file type) defines
the directory in which output will be written. No output is written to directories lower in the search-list,
although they can be deleted. If a component is accessed from a fower directory, then edited and saved, the
edited copy will be written to the first directory in the search-list. By placing a working directory at the top
of the list for each file type, the user can collect his working files as they are modified and move them to the
appropriate directaries once the products are known to be satisfactory.

The Search List (Section 2.1.2) can contain a large list
of directories to be searched. This would be oner-
ous to regenerate each time the GUI is invoked. To
avoid this, the GUI allows the user to load a *Configu-
ration” (which may in the future contain more than
the search list). This allows the user ta work on
multiple projects without having to manipulate the
search list on every invocation. To lcad a configura-
tion, use Options->Load Configuration to bring up

the ch r window, as shown in Fi 3.3. Figure 3.3: Choocser to sclect a flle containing a

sanrch-list.
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Initially, however, a search list must be built before it
can be saved and subsequently reloaded. To manipu-

late the list of directories, use Options->Search List

to bring up the search list editing window, as shown
in Figure 3.4. A drop-down menu allows the user to
select a file type and directories can be added (via a
pop-up chooser} or deleted using the edit buttons. The

*Up’ and 'Down’ buttons allow the order in which the
Figure 3.4: Window to edit & search-list.
directories are searched to be manipuiated. When the

list is complete, use Options->Save Configuration A4s.. to save the search list.

3.3 Requirements Data Dictionary

Requirements Data Dictionary entries define flows or components of flows which occur on DFDs (Sec-

tion 2.2.1).
They can be accessed by the following methods, from the File menu:

e File->New~>Requirements->Data Dictionary Entry

to create a new Data Dictionary entry.

s File->(pen->Hequirements->Data Dictionary Entry
to edit an existing Data Dictionary entry (or create similar ones).

¢ File->List->Requiremeats->Data Dictionary Entry
to see a list of existing Data Dictionary entries, or generate a formatted listing. suitable for printing
{Section 1.5).

The File->List method ailows the dictionary to be accessed from an alphabetical listing. After scanning
the search list for the appropriate files, a8 window, as shown in Figure 3.5, displays the candidate entries.
By default, these are in alphabetical order, but an option allows the entries to be sorted by project. The
‘Refresh’ button causes the search-list to be scanned for changed entries.

Multiple entries can be selected for ‘Edit’ or *‘Delete’ by holding down the ‘shift’ or “control” buttons while
selecting with the mouse. Editing is initiated with either the *Edit’ button or a mouse double-click.

The 'Generate Listing’ button activates the Dictionary Listing window, as shown in Section 3.5.

Keeping a dictionary listing on hand is a useful method of avoiding logically duplicate entries. Scanning the
Kit



‘Long Name’ column can quickly identify any existing definitions that might be used instead of a new entry.

Since the listing is generated from files
and the time stamp on each file is
checked before the listing is displayed,

d

the dictionary listing can be slow to

i

1
|
|

generate, particularly if a long search

list is employed. It is usually a good

practice to request a dictionary list-

R

W

TEe o B B s B P v

ing when the GUI is started and to

4]

|
|

keep the window for reference (per-

haps shrunk to an icon).

Having arrived at the ‘Edit’ window,
via one of the mechanisms outlined

i

above, as shown in Figure 3.6, fields

Figure 3.5: List of Requirements Data Dictionary entries.

are analogous to the Requirements Data Dictionary (.rdd} file (Section 2.2.1). Note the support for compos-

ite entries: the 'Add’ button brings up the full list of available Requirements Data Dictionary entries, from

~
T

»

t ceafficient a faxr alpha radialynis

; 018 INROGLE  INROC . Time comvsponding i an s _ &

\alpha

Smpiricel fit cesffiotsnt '@b§* far alpha zadislywis,
weed in the caloulatisn of of the degzedation cate per
mit nmforw xve of fusl
fc_\alpha\left( t \right)=

Figure 3.6: Edit a Requirements Data Dictionary entry.

which the desired components can be selected.
The 'New’ button brings up an empty Re-
quirements Data Dictionary entry, which can
be filled in and, when saved, becomes incor-
porated into the current entry. Similarly, the
‘Edit’ button can be used to edit a child entrv

(if there is one).

Changing the ‘Name’ and saving creates a new
Requirements Data Dictionary entry. This is
a quick method to create several similar Re-

quirements Data Dictionary entries.

The 'Math Name’ field is intended to have
a preview button, to allow for the fact that
ITEX equations often require more than one
attempt to achieve a correctly formatted re-
sult. This has not yet been implemented.



3.4 Design Data Dictionary

Largely analogous to the Requirements Data Dictio-
nary, the Design Data Dictionary entries are referenced
in much the same manner, but the editing window is
slightly larger to handle the increased number of fields
{defined in Section 2.2.2). Recall that the Design Data
Dictionary entry may be mapped to a Requirements
Data Dictionary entry, which can eliminate the need
for some of these fields. Inheriting a *Math Name’ or
*Description’ can save both typing and maintenance

effort.

The "Select’ button brings up the full list of available
Requirements Data Dictionary entries, from which the
corresponding entry can be selected. Alternatively, the
name can simply be typed in.

3.5 Dictionary Listing

=
e
e
=

R 014 _CC4 _INROC __permuanilly of octt (vivagonad

U 018 CC4 MROC .’". K COMIENn

. tatistical paramstsz alphs zadialyeis
T ( \

|

FHHHRE

i - \evexline{ \ i

Based an 4

alghs dose ta rats of fasl eczmesion.
Uoed te satimgts the standaxd devistion of
pxedisted csxxseism rats.

Figure 3.7: Edit a Design Data Dictionary entry.

From the File->List window for either type of Data Dictionary entries, the ‘Generate Listing’ button

Ln
.
»
”
-
L]
¥
»
»
[

Figure 3.8: Ganerate a Data Dictionary Listing.
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will bring up the window shown in Figure 3.8. This window provides an interface with ‘formatDD.pl" out-

lined in Section 2.2.3, through the script file ‘for-
matDD.bat’. The mechanism is outlined in Sec-
tion 3.11.

The dictionary listing module is very flexible (see
Figure 2.7), and capturing all of that flexibility
might result in an unnecessarily complicated in-
terface. Some of the flexibility is compromised to
achieve a more intuitive interaction. The available
columns are easily seen and the column width can
be adjusted, but the order of the columns cannot
be controlled. Should experience prove that the
order of the columns is important, then the design

of this window may be reviewed.



3.6 Process Specifications (Mini-specs)
Process Specifications are required for all atemic processes which occur on DFDs (Section 2.3.2).

They can be accessed by the following methods, from the File menu:

o File->New->Requirements->Process Spec

to create a new Requirements Specification.

e File->Open->Requirements->Process Spec
to edit an existing Requirements Specification (or create similar ones).

e File->List->Requirements->Process Specs

to see a list of existing Requirements Specifications, or generate formatted listings. suitable for printing.

Flows on a Process Specification are Requirements Data Dictionary entries and are shown in tabular form
on the editing screen, as illustrated in the leftmost window in Figure 3.9. Selecting a ‘Flow’ and pushing the
‘Edit’ button causes a Requirements Data Dictionary edit window (Section 3.3) to come up.

In Figure 3.9, the "Add’ button was used to bring up the list of Requirements Data Dictionary entries at
the upper right. Selecting an entry from this window to form a new flow caused the window on the lower
right to prompt for the direction of the flow {the remainder of the windaw echoes the content of the selected
Requirements Data Dictionary entry in non-editable form).

Flows can be resorted according to several sorting schemes by toggling the 'Sort’ button.

Note the support for a bibliography using BibTEX. Filling in the bibliography fields will cause the appropriate
BibTgXcommands to be generated.
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Figure 3.9: Edit a Process Specification.

3.7 Data Flow Diagrams

Data Flow Diagrams are high level abstractions of requirements, specifying conceptual processes and the
flow of data between them. TXspec DFDs use a modified Yourdon/DeMarco format traditionally employed
by the DGRTP.

They can be accessed by the following methods, from the File menu:

e File—>New->Requirements->Data Flow Diagram

to create a new Data Flow Diagram.

# File->(pen->Requirements->Data Flow Diagram
to edit an existing Data Flow Diagram (or create similar ones).

s File->List->Requirements->Data Flow Diagrams

ta wea a list of existing Data Flow Diagrams, ar ganerate farmatted listings suitable for printing.
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The fields on the Data Flow Diagram editing screen are analogous to those in the Data Flow Diagram file
(Section 2.3.1).

‘Elements’ on a Data Flow Diagram may be:

® atomic processes with a corresponding Process Specification,
o a child Data Flow Diagram,
¢ a data store, or

e an off-page connector.

The first two options are represented as circles (often called bubbles), and are grouped together as ‘Processes’.
They are distinguished in the “Type’ column of the ‘Elements’ section of the edit window. Selecting a
process and pressing the ‘Mini-spec’ button will make the process ‘atomic’, create a Process Specification

(Sections 2.3.2 and 3.6} and bring up an edit window as shown in Figure 3.9.

‘Flows’ on a Data Flow Diagram are shown in tabular form in the ‘Flaws’ section of the editing screen.
as illustrated in Figure 3.10. The ‘Content’ of ‘Flows’ on a Data Flow Diagram are Requirements Data
Dictionary entries.

The edit screen shows the rejationship between ‘Elements’ and ‘Flows’ by changing the typeface of the ‘Flows’
associated with the selected ‘Elements’ to a bold font. Likewise, the ‘Elements’ at either end of selected
'Flows' are shown in bold type.

Since the number of fields associated with both ‘Elements’ and ‘Flows’ are fairly small, they are placed
on the edit window and no child windows are used. Valid data must appear iz the data fields before the
‘Add/Update’ buttons become active.
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Figure 3.10: Edit a Data Flow Diagram.

3.8 Design Specifications
Design Specifications are required for all code modules (Section 2.3.3}.

They can be accessed by the following methods, from the File menn:



e File->New->Design->Module Spec
to create a new Design Specification.

e File->Open->Design->Module Spec
to edit an existing Design Specification (or create similar ones}.

e File->List->Design->Module Specs
to see a list of existing Design Specifications, or generate formatted listings. suitable for printing.

Symbols in a Design Specification are Design Data Dictionary entries, and are shown in tabular form on the
editing screen, as illustrated in the leftmost window in Figure 3.11. Selecting a ‘Symbol’ and pushing the
‘Edit’ button causes a Design Data Dictionary edit window (Section 3.4) to come up.

Note that the symbols are presented as two tabbed tables, ope for *Arguments’ and the other for ‘Vari-
ables’. Data flows can be considered to be all *Arguments’, plus those 'Variables' that are in shared storage
(COMMON blocks in Fortran).

In Figure 3.11, the 'Add’ button was used to bring up the list of Design Data Dictionary entries at the
upper right. Selecting an entry from this window to form a new flow caused the window on the lower right
to prompt for the direction of the flow {the remainder of the window echoes the content of the selected
Design Data Dictionary entry in non-editable form). While the window is labeled 'Flow’, in fact it declares
a symbol, and specifying no flow direction causes non-shared symbols to become local variables.

The 'Flow’ edit window allows the user to specify preconditions, postconditions and initialising data. Having
the non-editable Design Data Dictionary fields displayed in the same window helps to avoid conflicts or
duplication. The *Units’ and ‘Dimension’ of the Design Data Dictionary entry are subject to override here.

Note the support for a bibliography using BibTEX. Filling in the bibliography fields will cause the appropriate
BibTEXcommands to be generated.

Noweb code ‘Chunks’ are input it commentary-code pairs in the tabbed panes on the edit (leftmost) window.
Pressing the ‘Add’ button causes a a dialog to prompt for a name and a new pair is generated. Because
*designspec.pl’ places Chunks into the default Chunk in the order that they occur, the Chunks are numbered
and the "Up’/*Down’ buttons causes the selected Chunk to change its position in the sequence.
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Figure 3.11: Edit a Design Speciflcation.
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3.9 Structure Charts

Structure Charts are high level abstractions showing the relationships between code modules (Section 2.3.4).

They can be accessed by the following methods, from the File menu:

e File->New->Design->Structure Chart
to create a new Structure Chart.

s File->Open->Design->Structure Chart

to edit an existing Structure Chart (or create similar ones).

e File->List->Design->Structure Charts

to see a list of existing Structure Charts, or generate formatted listings. suitable for printing.

Divwrn 3 1% Bdit o Qiructnes Ohart The subewlindow an

———— D

the bottom edits a singie module on the chart.

&

Having atrived at the ‘Edit’ window, shown in
Figure 3.12 (top), fields are analogous to the
Structure Chart (.sc} file (Section 2.3.4).

The top of the window identifies the chart and
sets up some page layout parameters. The next
section allows default background colours to be
assigned to modules by sub-project, which is
useful if the code calls modules from libraries

that are not considered part of the same project.

The final section of the main editing screen is
the list of modules that are to appear on the
chart. There are a sufficient number of felds as-
sociated with each module on the chart that a
sub-window is used for editing them. The drop-
down list of other modules on the chart (on the
right of ‘Sub-Program Calls’) allows the selec-
tion of modules which are to be called by the

current module.

Changing the ‘Name’ and saving creates a new
Structure Chart. This is a quick method to cre-
ate several similar charts.



3.10 Manuals and Equations

Currently, no support is provided for TpXspec equations or manuais, but these items are present on the

menus as an indication of future development.

3.11 Java — Perl Interface

The underlying TiXspec technology is implemented as Perl scripts, but the user interface is a Java applica-
tion. In order for the user to generate TEXspec products, the Java application must interface with the Peri
scripts.

Both Perl and Java are relatively portable, but
there is no portable interface between them

defined in the Application Program Interface

(API) of either. It is necessary, then, to define

such an interface for TEXspec. Parameters Messages
for Display

The interface could be implemented in sev-

eral ways. [t would be possible, for example, name

' et . - .bat

0 set up an interprocess communication sys- |

tem [25, 26] between the GUI and a server ap-

plication which would be responsible for run~ Messages

ning the TgXspec Perl scripts. Such a server and Products

application could be implemented in Perl in Texspec Othef

a portable manner and would be a stepping SCI’ipt proc_esses
stone to future TEXspec development. (Optlﬂnal)

Figure 3.13: TgXspec Architecture for running Perl scripts
For the sake of simplicity, however, the GUI from the Java GUL. The user asks for a listing to be generated

uses the Java ‘Runtime.exec()’ function to ex- which initiates ‘name.bat’ to execute the TegXspec script, and
e 1 e - tionaily fc ther functions.

ecute a command, which is itself the name of °P" periorm ofhier Tunctions

a script. For each Perl script ‘name.pl’, there exists a corresponding initializations script “name.bat’ which

the GUI can *exec()’ to run the Perl script, as illustrated in Figure 3.13.

The script name ‘name-bat’, is selected to make the implementation as portable as possible. MS-DOS prefers
scripts with such a name, and UNIX accepts it. Although a Macintosh implementation has not been written,
no difficulty is foreseen.
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The script based interface offers a further advantage. Since ‘name.bat’ is typically a short script, it can be
customized to perform other functions in addition to running the TEXspec Perl scripts. Since the TgXspec
outputs are primarily IXTEX files, it is convenient to run ETEX once the TgXspec script has run to successful

completion. A viewer can then be initiated to show the praduct on the screen.

This is particularly useful in the case of ‘designSpec.bat’, since in this case TEXspec produces a Noweb file as
output. The script can continue processing to generate both the Design Specification and the corresponding
code. The documentatior can be displayed and the code can be further processed, including compilation.
The sample ‘designSpec.bat’, provided with TgXspec, executes the ‘Floppy’ [2] tool to reformat and provide
a static analysis of the generated Fortran code.

The location of the scripts to be run (both interface and base TpXspec) is defined to the GUI using the same
‘search list’ arrangement used to locate other files. By modifying the search list, it is possible to override the
default processing with revised scripts which reflect the current project, user preferences, or the particular
job at hand.

Output from the processing of ‘name.bat’ is displayed to the GUI user. The display is in three sections:

o Output, which includes both ‘standard output’ and ‘standard error’ listings.

o Errors, to reduce the possibility of error messages going unnoticed in voluminous ‘standard output’
and

¢ a button to interrupt the process or dismiss the display.

Figure 3.14 illustrates the format of the display.
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abel <v3.43> aad hyphanacisn pactarne for english, freach, qerman, ngeraen, du
ylang, sohyphenation, loaded.
(C:\prag\tex) tex\latex \TeXspec\Designipac.cls
ocument Class: DesxgnSpec 1999/10/10 vl.0 TeXspec Design-3pec 35.0liver

BETADS ave mazkwp: asctkup ALPMDS.pw

[CBALVA ave backend: totex -noindex -delay

CNTRY ave: aarking up

CLCBOL ave: funning beckend: <tocex -aoindex -deley>

CNCNCY Tangle: 3arkup  ALMDS.nw [ o -LaN
CONFLO

ELMSOL
FLOIND
FACYL

0AMADS
GETSOL
ON

CON

LININT

MJIONS 0z iCC4 NVAULT h
LICING ‘nc [y NVALR T

Figure 3.14: TgXspec script being run from the GUIL The ‘errors’ are any output directed to the ‘standard
error’ output stream. Noweb sends some messages to this stream.



4 Conclusions

Prior to the development of TgXspec no CASE tool could be fuund which could simutaneously

o produce Yourdon/Demarco structured analysis documentation,
+ support scientific and mathematical notations,

o enforce ownership of companents,

® permit sharing of components,

¢ assemble large products from smaller components, and

¢ verify consistency between praducts.

TgXspec is a fully usable tool capable of producing highly presentable and reliable software documentation,
featuring robust mathematical notation. Reuse of components and automatic checking between products
reduces the chance of inconsistent documentation, which has been a major source of software defects in the

past.
TEXspec satisfies the requirements specified in Section 2.1.1.

The TEXspec tool achieves the objective of offering automated support to assist developers of technical
software who wish to comply with the CSA N286.7 standard [4]. Compliance is expected to become a

tequirement for licence applications to the CNSC.

4.1 Maintenance and Future Development

It should be noted that TEXspec development has been, to date, a one man show. If the product is to be
developed in another manner, the following skills are essentiai to an understanding of the technical aspects

of the implementation:

o Java, including Swing,
¢ PERL,

e BTEX, including the generation of ‘class’ files, and

& Navemh
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Fortunately, these skills are common and none is difficult to learn, with the possible exception of BTEX
‘class’ files.

The following items are considered priorities for future development:

o Editors could be added to the GUI to handle equations and manuals.

o The parsing of the TEXspec files by the GUI is performed by an ad-hoc implementation based on the
FSF reguiar expression parser ‘regexp’. In fact, there exists a YACC-style parser for Java. JYACC
could replace the current parsing. This would make the parsing code more compact and easier to
modify or extend.

o Input file formats may be converted to a format which is easier to parse. For example, TEXspec may
be a natural fit for Extensible Markup Language (XML). This would make processing of multiple
line fields easier to pracess. Internal flags used to keep track of what field is being parsed could be
eliminated.

¢ The configuration file is named as a ‘resource file’, which typically retains settings between runs. The
configuration file might be one entry in a true resource file and could be lcaded at invocation.

e The GUT support for the graphical products (Data Flow Diagrams and Structure Charts) could be
based on editable graphics, or perhaps provide a ‘preview’ window. Having to process the file to see

the format of the output is not optimal.

o More types of diagrams could be supported, including Object Otiented abstractions. Object Oriented
technology from the ArgaUML [22] project might be reusable for this purpose.

o Data flow diagrams could support ‘contrel’ flows, as defined by Yourdon/DeMarco (5, 30|. This dif-
ferentiates between flows that control the nature of the processing from flows containing data to be
processed.

¢ Languages other than Fortran-77 could be supported.

o Some allowance for tracing between design and requirements could be provided. Currently, the most
useful link between requirements and design is the mathematical specification of Design Data Dictionary
entries, which may correspond to Requirements Data Dictionary entries, which allows a reader to
associate variables in Design Specifications to terms in Process Specifications. It would be advantageous
to allow a Design Specification to explicitly declare what requirement is being met.

o The TEXspec system couid be divided into client and server portions, with traffic between them over

a network.

e The system could allow installation of files into a configuration management system. Dependencies
between tiles should be monitored from this system, and security would be enforced.
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A Sample Data Flow Diagram

Figure A.2 details the input required to produce the Data Flow Diagram shown in Figure A.1. The syntax
is discussed in Section 2.3.1. For convienence, the input has been divided into sections, delimited by a line
of hashes. Note that this file would typically be generated and maintained through the GUL

The first section contains the identification

information common to all TgXspec compo-
nents. kW /—\

The second section indicates that the posi-

ISF

1.433
Sodiem-Chiaride
G ccL

tions on the diagram are specified in inches,
and that the ‘Name’ field in the Require-
ments Data Dictionary entries are to be used
to label the Hows. Alternatively, the ‘long’
name or mathematical symbol could be used.

The third section specifies the process ‘bub- K\
bles’ to appear on the chart. Note that pro- | *C4%¢ e )

\_—’ w
Concetrations

cesses 1 and J are specified to be ‘atomic’, in- :

dicating that they are associated with a Pro- Implemented by SPCGCN

equilibrium-constants = {minor_eq, KCASUL, KW}

e L. _— . fon = {spmien, spemjea, fprion |
cess Specification (Mini-spec), while process :v-mduin- {comc.anions, ISP}

2 is associated with a child diagram. conc-anions = {coac_majoranions, conc_minoranions}

The fourth section specifies the location of Figure A.1: Sample Data Flow Diagram

off-page connectors. This particular diagram employs a convention placing inputs on the left and outputs
on the right, but this is not a requirement.

The largest section details the ‘Flows’ to appear on the diagram. Each ‘Flow” in the diagram is defined with
a Requirements Data Dictionary entry similar to Figure 2.5.

The final section contains notes to be placed on the diagram. This is often supplemented by notes generated
by TgXspec to indicated the treatment of composite Requirements Data Dictionary entries.
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B Sample Design Specification

Figure B.3 details the input required to produce the Design Specification shown in Figure B.1. The syntax
is discussed in Section 2.3.3. For convienence, the input has been divided into sections, delimited by a line
of ‘%’ characters.

8.1 Output

The header contains the identification information common to all TEXspec components. To keep track of
the components used to assemble a Design Specification, or any TEXspec product, the XTEX files generated
by TgXspec contain commentary that identifies all referenced components, and the version of the TgXspec
module that assembled them. A date-time stamp is visible above the header in Figure B.1 (in the upper
left corner) to uniquely associate the KXIEX file with the associated product. By retaining the IXTEX file, it
is possible to audit the content of any product. Figure B.2 shows the top of the IXTEX file associated with
Figure B.1. Note the matching date stamps and the list of components, including version identification.

Below the header is the default cade chunk << ¢ >>. The code chunks that are represented by tables
(<< argument >>, << local >>, ete.) are generated and are not identified in << e >> by obvious
association. The TEXspec module cleanter.p! removes these code chunks from the Design Specification.
since the tables contain a superset of the information in the associated code. Generated code chunks that
are not represented by tables (<< interface >>. << description >>, etc.) are displayed using the usual
Noweb notation.

User written code chunks, which are not referenced in other code chunks, are placed in << = >> in the order
that they occur in the input. [n this case << checkArrayBounds >>, << initialize >>, and << main >>

are in this category.



M o 008 & IR oLy

; [ INROC
i Module: ALPHDS : Simulate fuel refease from alpha radicly Version 02H
Author: S.E. Qliver Feb 23, 2001
Implementer: 5.E. Oliver Mar L6, 2001
. Reviewar: T.W. Melnyk Mar 15, 2001

Module components:
=
{interface)
{description)
{directivas)
finclude)
{argument}
thocal)
{data)
{checkArrayBounds)
(initialize)
{mam)

Description:
{descnption)=
Simlate fusl release froa a pha radiolys:s.

Calling interface:
{interface)=
SUBROUTINE ALPHDS(CALTYP,NT,TIMSS,ALPHRE,CCNTIN . CX)

Arguments:

Argument Long Name Symbal  Units | Dimension | DataType | /O
CALTYP call type: "TIMES™ or "VALUES® )} . character | |
NT : number of simes in subsenes 1] scalar nteger | 1/O
TIMSS  umes for user time senes fal . double | 11O
ALPHRE : release rate from aipha radiolysis | A &, it]  [mol/a) . double 0
CONTIN . continuation flag 1] scalar boolean | O
OK . jons thus far ok fag 1] scalar boolean | O
Preconditions:

NT: none if CALTYP = "TIMES"
> 1 if CALTYP = "VALUES®
TIMSS: none if CALTYP = “TIMES™
> 0 for (1.NT) f CALTYP = “VALUES"

Postconditions:

NT: <6 + NOGALPH if CALTYP = “TIMES®

unchanged if CALTYP = “VALUES™
TIMSS: > 0 for (1.NT) if CALTYP = "TIMES™

unchangad if CALTYP = “VALUES™
ALPHRE: unset if CALTYP = ~TIMES™
>0 for (1.NT) if CALTYP = “VALUES"

CONTIN: = TRUE
oK: = TRUE

Figure B.1: Exampie Design Speciiication (i of 3}.
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Constants (PARAMETER):

Constant Long Name Units | DataType | Valve
FMXUDOS | Max dose rate ts ents for radiclyss | ] integer mn
TDELTA | duration of delta fn input fal double | 0N

Shared (COMMON) variables:

Shared Long Name Symbol Units ~ Dimension . DataType ' I/0
AALPHA | Fit coefficient 3 for alpha radiolysis da saatar double 1
ALFCOF | Scale factor for alpha dose S scalar double 1
ALPHDO | alpha dose to used fue surface a [Gy/a]  MXUDCS  double I
ALPHTI | ume values for aipha dose rate al MXUDGCS  double i
BALPHA | Fit coefficient b for aipha radiclyss by 1] scalar double 1
CALPHA | Est vanance alpha [ i} saalar double !
DALPHA | Number of data poinzs for alpha dose ft L+ -_‘_': 1] ealar double I
EALPHA | Smristical parameter alpha radiotysis z—»———-—r(“m o i scalar double t
FALPHA | Maan experimenzal alpha radiotysis ogn ] scalar double !
NOALPH | num entries in aloha dose ts s I} scalar double |
STDNOA | std normal vanate for alpha dose rate Nal0- ) i scalar double 1

TCOOL | effective coaling time [ 3 scalar double 1
USURFA | effective surface area A [m2} scalar double |

Preconditions:

AALPHA: sat

ALFCOF: > 0 for if CALTYP = “TIMES™
none if CALTYP — " VALUES™

ALPHDO: > 0 for (1. NOALPH) f CALTYP = “TIMES™

none if CALTYP = “VALUES™

ALPHTIL: > 0 for (1..NOALPH) if CALTYP = "TIMES™
none if CALTYP = "VALUES™

BALPHA: sat

CALPHA: st

DALPHA: sez

EALPHA: set

FALPHA: set

NOALPH: 1 < NOALPH < MXUDQS

STDONOA: sat

TCOOL: >0

USURFA: > 0

Local variables:

Local Long Name Symbal Units Dimension . DataType | Nom
ALFDRL . dimensioniess and factorsd alpha dose 1] MXUDOS  double | save
ALFREL . relativs alpha dose rate {Gy/al scalar double
ALFTRL . dimies e for alpha dose rate il MXUDOS  double | v
DOAFLG DOALOG is caleulated 1] scalar boolean
DOALOG * log{prediciad alpha dose rate) Ing(d} i scalar  double
EXPONA - log{predictad aipha corrosion rate) log e, (8} a scalar double

| . general index i U scalar neger

J . general index : 0 scalar integer
MOONAM - module name i 6 character
MSG . ertor message 1] o4 character

REFRAA : relative aipha dissolution rate [malf{m2a)] scalar double

STOPP ' signal to stop processing 0 scalar boolean
TIMREL : relative tme fa] scalar double

Data:

MODNAM: "ALPHDS"
STOPP: TRUE.

e 0 . . Y Thoerrlome T
S NPULS MPeAl LIARILIPAS Lrss (es o prritiiate s is

In &8\
A® “e e
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Module Precorditions
ALPHINL} € TDELIA + TCOOL

This moduds & used by SYVACS to et up a time serfes. Far sach time savies. [t s first called once with
CALTYP = "TIMES™; then it is callad posaibly marty times with CALTYP = "VALUES" until the time series
Is completas.

Excagtions

if & valus cannot be interpolated at any particular time bacause of bad duse-time deta an evTor message is
writtem using WERR

if CALTYP £ ("TIMES” or “VALUES"} NT,TIMSS.ALPHRE and CONTIN are not set and 3n error memage
i written using WRERR

Sumemary
ALPHDS imgplements Data Flow Diagram processes ‘Fuel Dissolution Rate Alpha’, and scales 0 the asrface
area of the fuel {ie part of ‘Calculate Total Fuel Dissociation Rats').

The dose-time relationsivp is provided numerically as n, ondered time-dose pairs. The final valee prowided is
continued as a constant for all longer times. Linear interpoiation on the logarithmically transiormed values
ia usad for sil intermadiate times. To aweid owmarical problermns with logarithms of smail times, the dase is
assuned to be zero for times smaller than the small time TDELTA.

The primary function is to nplement the theory manual squations in the 'Cegradation Rats of Fuel® section,
for a-radiolysis. scaled to the fusl surface area. That is. we are computing .1 &, (L), Here. the theory manusi
notation would have d = q In &[1) — o (1) 10V0M Ny

This implemantation generates a SYVAC] time saries, and is designed in accordance with the tamplate provided
with SYVAC]). Tha input and output arguments are defined by the template.

Check the numerical dose-time function that the user wpplied in the input file (a8 sanpled parameters). If too
many data peirs have been wupplied then write an eror message.
{checkArrayBounds)=
€.....Check array bounds
IF {NINT(MOALPH) .GT. MXLDOS)} TEEM
%SG = *FYEL DOSE YALUES OUTSIDE ARRAY HOUMCS
CALL WRER(MODNAM,MSG,STOFP)
END IF

Initiskize local variables and the output argument "0K”.
ALFREL, TIMREL and REFRAA are alweys unity. and are used to resoive physical units of the values. This
aselets the UMITCK {unt checker) static snalysis tool.
{initiafioa)=
| - loitialize
0K = .TRUE.

Figure B.i: Exampie Uesign Specificaiion (3 of 5}.
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Determine the madule flow based on the ‘call type’. Signal an error if the call type is neither "TIMES™ nor
"VALUES".
{mam)=
IF (CALTYP .EJ. 'TIMES') TEEX
{initiai Times)
ELSE IF (CALTYP .EQ. 'VALLES® ) THEN
{supply Values}
ELSE
MSG = 'UNIDENTIFLABLE CALL TYPE *// CALTYP //
L 7, SHOULD BE “TINES" O "VALUES™*
CAL! WRERR(MDNAM,MSG,STOPP)
END IF

RETURN
END

Provide somae times to initislize the time series. The ingut file contains (time,aipha-dose) pairs in pscameters
(ALPHTIALPHOO). These times are offset by the cooling time TCOOL. For initiskzation times use ol the
times on the dose-time function supplied and a number of times around TDELTA where a discontinuity occurs.

Alsg, initiaiize tha doss values in the doss-time function. by scaling by the uncertainty factor ALFCOF. A
singje uncartainty is appiied 1o the data for each sirwintion using the sampled parameter STONGA. then used
comistently (regardiess of time or dose rata) throughout the simulation.

*TSNOTE®"" This code couid he changed to redefine ALFDRL to contain the log(doss). This wouid remove
some of the overhead for interpalation betwsen points. Also, the interpolation itssil couid be performed by
SYVAC] if the does-time function were represented as a time series.
{moal Times)=

N =6

TIMSS(1) = TDELTAs!.0100

TIMSS(2] = TDELTA=1.00000.00

TIMSS(3) = IDELTA=0.9300

TIMSS(4) ~ TDELTAD.9999%900

TIMSS(5) = TDELTA~Q.500

TINSS(6) = TDELTAs).100

DO J = L AINT(NOALPE)

IF (C(ALPETI(J)-TCICOL) .GE. 0.00) THEY

AT = NT+1
TIMSS(KT) ~ ALPETI(J)-7CCCL
EXD IF
Covennnnn Zaitialize <he desc-=:iae functiocn by applying
[ - the unceztainty factor ALFCOF and mormalizing <o
Corrvnnnn resove physical ucizs

ALFORL{J} = ALPHDO(J)*ALFCCF/ALFREL
ALFTRL(J} <« ALPHTI{I)/TIMAEL

END DO

CoxTIX - .TAUE.

Figure B.i: Sxampie Dewign Jpecificaiion {4 of 5.

60




Compute cosrosion rate dua to a radiolysis at specified times.

SYVAC3 supgiies times at which the corrosion rate is to be evaluated in TIMSS(1..NT). The calcuiated vales
are retumed in ALPHRE(1..NT).

The valus of logéy(t) = log ey (L] ~ Vg {0. L} su g, is computed in local variable EXPONA.
Muitiplying by the surfaca area yields the corrosion rate for an entire container.

{supplyValues)=
DA J = I NT
[ SR Couvert used fuel dose rate to disscluz:ion rate

IF (TINSS(J) .LE. TDELTA) THEK
ALPHRE(J) = 0.D0

ELSE
{LogAlphaDoseAtTime)
EXPOHA = BALPHA « AALPHAsDOALOG ~
t STONGASCALPHA=
1 SQRT (DALPHA» EALPHAS (DCALIG-FALPHA) ve2)
ALPHRE(J) = BEFRAASUSURFA~10.DOweEXPONA
END tF
END DO

Evaiuate the log of the predictad alphs dose log{4} at » particidar tine TIMSS(J).
{LagAlphaDoseAt Time)=
IF (TIMSSCJ)+TCOOL .LT. ALPHIT(NINT(NCALPH))) THEX
-t
DCAFLG = .TRUE.
00 WHILE ((I .LE. NINT(NOALFY)-1) .AND. DOAFLG)
[~ <f tize is greater thaa TDELTA detezmine log dose rate
IF (ALPETI(I). EQ. TIMSS(J)+TCOOL) THEM
DOALOG = LOGIOCALFDRL(I))
DOAFLG = .FALSE.
[ - aterpolate dose rate values an a LOGIC basis
ELSE [F ((TIMSS(J)+TCOCL .GT. ALPHTI(I}) .AND.
4 (TINSS(J)+TCOOL .LT. ALPHTI(I#1))) THEN
DOALIG = LOGLOCALFDRL(I)}+
(LOG10(ALFORL(I+1)}-LIGIOCALFORL(LY} 3/
(LOGIOCALFTAL(I+ 1)} ~LOGIOCALFTRL(L})) =
(LOG10((TIMSS(J)+TCCL)/TIREL) ~
LOGLOCALFTAL(L) )}
DOAFLG = .FALSE.
END IF
=11
0o
IF (DOAFLG) TMEM
Covevenenenannn VYalues casnaz bae interpalated
¥SG = 'FUEL DOSE VALUES CANNOT BE IKTEAPILATED *
CALL WAERR(MODNAN XSG, STOFP}
ENU [F
ELSE
DOALOG = LOGIOCALFDRL(NINTCYCALPN)I)
END IF

LA LN A

'

{linclodey=
[+4

INCLUDE *¥XUDOS. INC*
INCLUDE ‘SPALPH.INC'
INCLUDE ‘SPRADI.INC*
INCLUDE 'TDELIA.INC’

14
{directives)=
IMPLICIT NONE
c

Figure B.1: Example Design Specification (5 of §).
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t sma)> this file was generatsd autamatically by nowsave --- batter not adit it
$... output genarated by I:\Ufdp sa04\Config\TEXSFEC\Ver0006\bin\designspec.pl on Fri Mar 16 14:08:40 2001
S... camponent version

... :\Ufdp_sal4\Config\TEXSIRC\Vaz0006\bin\designspec.pl 02¥

S... designspec 021

S... W:/Bba_shr /XI0/tmp/CC402/V1e/V0204/dictionary/ccd/alfdxl.ddd 018
S... w: m._mmum/cc‘uchmzoc/mum/ecuuzm ddd 01B
... W:/Ebs_ske/XIR/Imp/cC402/V1L/V0204/dictionary/ccd/alterl.ddd 018
s... W:/Xba_shr/IPA/Imp/CC402/V1t/V0204/dictionary/ccé/alphti.ddd 018
... W:/Kba_shr/I¥A/Twp/CC402/V1t/V0204/dictionary/ccé/contin. ddd 018
$... W:/Eba_shr/IMA/Imp/CC402/V1t/V0204/dictionary/ecd/doatly.ddd 018
... W:/Eba_shr/IA/Imp/CC402/V1t/V0204/dictionary/cad/L.ddd 018

s... W:/Bba_shr/IMA/Imp/CC402/Vit/V0204/dictionazy/ced/3 . ddd 018

... W:/Eba_shr/XI8/Imp/CC402/V1t/V0204/dictionary/ceé/mdnam.4dd  01R
,... W:/Eba_shz/IIN/Inp/CC402/V1E/W0204/dictionary/cad/meg.ddd 013
... W:/Eba_shr/TIN/Imp/CC402/ViL/V0204/dictionary/cad/mudas.ddd 018

| W:/Bba_shr/IFA/Iwp/CCé02/Vit/V0204/dictionasy/cod/ne.ddd 013
| . W:/Sba_she/IVA/Iwp/CCA02/V1iE/V0204/dictionary/cod/ok . ddd 018

... W:/Eba_shr/IPA/INg/CCAG2/Vit/W204/dictionary/ccd/refras.ddd 018
... W:/Bba_shr/X¥A/Imp/CC402/V1e/V0204/dictionary/cad/atopp . ddd 018
... ) H /m_mlxn/np/eclumzmzulmmm/uclmn.m 2 {4
... W:/Eba_shr/IFA/Imp/CC402/Vit/V0204/dictionary/ccé/tinzel .ddd 028
... W:/Eba_shr/I¥A/Imp/CCA02/V1t/V0204/dictionacy/cad/tinas . ddd 018
... x:/utdp _sa0é/aonfig/Theorian/ver0003/quations/prediatedCorzlin.teqy JIA
S... x: fuldp --u/mumm/mooosmmn/mouxw teg 01A
8... =z /uzq sa04/config/design/ver0003/DesigalD/anlpha.ddd

... 2:/uldp_sa04/config/design/ver0003/DesigniD/alfcot. ddd au

... x:/ufdp_sa04/contig/design/var0003/DesignbD/alphdo.ddd 018

| T x:/utdp_s _sa04/contig/design/vex0003/DesiguDD/alphre.ddd Q1D

S... x: /ufdp_sa04/contig/design/vex0003/Deaigndd/balpha.ddd 01R

... x./uzq 2804 /contig/design/vezd003/DesignDd/calpha.ddd 0C1C

S... x./u(b 1804 /contig/dasign/vex0003/DesignbDl/caltyp.ddd Q1C

[ PO x:/ufdp_sald/config/design/vex0003/Designdd/dalpha.ddd 01C

S... x:/ufdp_i IINIMIMN:OOO)MI doalog.ddd 01D

... x:/utdp --u{m/wmooosw/mm 01m

... x:/ufdp_s _sald/config/dasign/ver0003/DesignDD/espooa.ddd 01C

S... x:/utdp_i _sad4/contig/design/ver0003/DesignhD/falpha.ddd 01C

S... x:/utdp_i -auleuzu/wmaoslmmo/w. 018

S... x:/ufdp_i _aa04/contig/dasign/ver0003/DesignbD/stdnos.ddd 018

S... x'/ﬁ!Q sald/centig/dasign/var0003/DeaigubD/toool .ddd 01C

S... ' /uzq_uulea:ulasmlmoauwluuun.un 0ic
\renewcomand ( \familydefault} (cmas}

\documentclass (Designipeci
\usepackage{nowab}
\pagestyle{mpty}

\produatID({Fri Mar 1€ 14:08:40 2001}
\project{cce]

\submodal { INROC)

\title(ALPEDS : Simmlata fual release fxum alpha radiolysis}
\author{s.f. Olivec)

\version{02R)

\dats(Frad 23, 3001}
\isplemantez({s.8. Olivex)
\isplemsatDate(dar 1§, 2001}
\reviewer{?.¥. Malsyk}
\zeviswDate(dar 16, 2001}

\begin({documant}
\maketitle \thispagestylsiempty}

\setleagth{\pazindant} {Oin}
\settoheight{\pazakip} {X}
\ndseziss

\newcomsand{ \sep} { \bagia{picture} {100,20) {0,0) \put(0,10) (\line(100,0) {100} }\end{piaturs} \newline}
\vbox{

\noindant \bfseriss\IANMIR Moduls components:

\mdseries \normalsize

F- BJ: ‘Eﬂﬁ- Ot. iie +y ~ P . :’Y %_.,’?‘r-_ﬁg q.-m :a‘_. l\...{an 0:..&—.:-— ak: i el k

Figure B.3.
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8.2 Input

Figure B.3 shows the input Design Specification file used to generate Figure B.1. Other input information
was extracted from the Design Data Dictionary, as indicated in Figure B.2. Note that this {ile would typically
be generated and maintained through the GUL

The first section contains the identification information common to all TEXspec components.

The second section provides a description for the module to be placed in both the code and the Design
Specification. For the code, Fortran comment characters (a ‘C’ in column 1) are added.

The third lists the arguments to the module, in the order that they are to occur in the interface. Direction
of data flow must be stated. Preconditions and postconditions are optional, and are added to any conditions
in the Design Data Dictionary.

The fourth section lists global (COMMON) variables. The order does not impact any preducts, but alpha-
betical order is often easier to read. Direction of data flow, preconditions and postconditions are similar to
the arguments.

The fifth section lists the local variables and any initializing data. Note the variable *MSG’ for which the
dimension in the Design Data Dictionary has been overridden.

The next section lists constants used in the module. Values are extracted from the Design Data Dictionary.

The next several sections are free form WIRX, which is processed to the commentary associated with the
first code chunk.

The remaining sections are the user supplied code chunks.
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Figure B.3: [nput required to produce Figure B.1 (1 of 4).
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Figure B.3: Input required to produce Figure B.1 (3 of 4).
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D Sample Java Module (GUI)

Figure D.1 lists one of the smaller TgXspec Java modules ‘ DesignSpecificationEditFrame.java’. This lsting
is intended to illustrate the coding design and style used in all such modules.

The TgXspec GUI contains are over 32,000 lines of Java over 85 modules.



//Ticle: TeXspec : DesignSpecificationgdit
//Version: a.

//Coovrigat: Copvright ici 2
//Author: Steve Ol:
//Company: Universitv cf Mani:

//Descripoticn: Graohical :iaterface for TeXsosec CASE
packaa¢ TeXsoecGU;

import java.awt.*;
import javar.swinc.*;
imoort fava.awt.event.v;

/tt

* tdit/Create a Desizn Specrficact.

* @aucthaor <A HREIT="mailtc:cliversiaecl.ca">3Stephen CLiv

* @version 0.13., Mar 3, 2

*/

public class DesignSpecificaticnEdit®r: extend: JIinternalFram

//... rastance var.abl

/"
* uaderlving cane
7£ivateJPaneIedi:Pane,= new JPanel'
e
* lavout tor the uncerlving par
.
oéivateGridBaaLavou editPanelLaveoL = new GridBaglavou

i

/'~

* panel for cocmmen TeXssecCompanent CONT:

s

crivate TeXsvecComponentEditPar componentPane;

/v-

* panel for Qesign spec specific coate

s

private DesianSpecificationEditPar desyqgnPfane;

/oq
* panel for "SAVE" and "CANCEL"™ zuct
[ ]
!
private SaveCancelPane buttonPane = new SaveCancelPane

A\

/vt
* LCesign Specification =c be ecited lazZigl
-
/
private DesignSpecificati. dsOlc;

/"
®* Designr Data Dictigonarv Entrv to be edited (moc:
.
J;
private DesignSpecificati: dsiesw

/v'

® data mecdel for table of desian so

'

private TeXspecComponentTableMoc dataMaode. ;

/w.
* Used for arneratinga lavout constral

-

T

private 1nt curRov = 0;

. - v . » e e Se e
EIGURE L. L7 DRASHEHE JAVES AVILEUI: (L UL Of.
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'[vo

* Creates an instanc

* @varam title tke Strira tc displav i the ticl

* @naram resizable 1f trie, the frame can be

* dparam claosable 1f trie, the frame can be ¢

* @garam maximizable :1f true, the frame can be max

+ @naram iconifiable 1f true, the frame can be 1icao

* @param & desiqgn Spec:fication tc be e

* dparam o dataModel for Jtable of specif:icaticns which mav ber
-

14
public DesignSvecificationEditPri:Stranc title, boolear resizabl,
boolear closabl., boolea:r maximizabl, bcolear iconifiabl,
DesianSvecificati- d. TeXsvecComponentTableMoc m:

supe: . title, resizabl, closabl., maximizabl, tconifiabl ;

dsaclc = d;
dsNewv = :DesignSvecificati: 'd.cocov
dataMcde. = m;

Al

try -
ibInit:
pachk: -;

catct Exceptio ex
ex.printStackTrac

/'0

* Creates an 1nstanc

.

* @oaram © design Spec.Ls-cation ¢ be e

* @oaram = dataModel =cr Jtable of sp=aciticaticns wWhizh mav be !

‘.,
oublic DesianSpecificationEditFri DesignSpecificati. o,
TeXspecCaomponentTableMoc m.

this: "Desian Speciticatioc, Trueé trué, True, Lrue o, m: 7

/.-
* Creates an |nstance. ltsed bv JBu:ider

.

-

’
public DesiranSpecificationEditFr:.
this "™, true, true, true, true, null., null ;s

/..,
* fnitiall:

.

*

orivate vocic ibInit: . throw: Exceptia:

/f... set 13 ccmmon TeXscec component elements Ecr e«
componentPane = new TeXsnecComponentEditPar:dsNev. :

//... set uz desicn cata Qlctigonary sceciiic eilements Lar €
designPane = new DesianSoecificationEditPal dsNev ;

f//... set iy the listeners far the "SAYE" & "CANCEL" b
buttonPane.getSaveButtc: .addActionbListene
new javz.awt.event.ActionlListene:
oublic voi1c actionPerforme Acticniven e.
saveButton actionPerfornie:;

Ld
buttonPane.getCancelButtc . .addRctionListenc

Bienea N 1: Rvamnle Jave Madula {2 of R).
=2 -ghiilialiil B¥ Rl s

_——— —i s
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new javz.awt.event.ActionListens: .
public voic actionPerforme:ActionEven e:
cancelButton actionPerforie:;

//... sSet up the zain ovar

getContentPar :.setLavou new GridBagLavou:

getContentPar' ' .ad¢:componentfane,

new GridBaaConstrain

0. 0, // arid pos x.
GridBacConstrain .REMAINDE, 1,
// arrd width, heira
1.0 0.¢C
// werche =x.
GridBaacConstrain .EAST,
Gr:dBagConstrain .HORIZONTA,
f/ archeor, £11
new [ngec:e 0, 0, 0, O,
/! Loset
5. 2
f/ zmadw., gad

-

getContentPar: .adc:desiagnPane,.
new Gridl3agCanstraln

a, I, // ar:d pos x,
GrrdBacConstrain .REMAINDE, 1,
gr.d wicth, 1eigl
1.5, 1.¢C
Sl owercht ¥,
GridBagCenstrain .EAST.

GridBacConstrain .BOTE. s

anchas, Tio

new [nset:.Q, 0, 0, O .,
/¢ inset

s, 2

J/ vadx, ovad

’

getContentPar -.adc¢'buttonPane,
new GridBaagConstraLin-

0, 2, // arzd pos x,
GridBacConstrain .REMAINDE, 1.
agrid width, aeral
1.C Q.C.
// werzht x.
GridBagConstrain .EAST,
GridBacConstrain .HORIZONTA,
7/ anchar. £1L1
new Inset: G, 0, 0, O .,
// inset
3, 2
s/ vadx, vad

-

/9'
* Generate lavout consctraints faor most f.
~ %param width arid width <0 = end of 2w, 7 = remainder
./
orivate GridBagConstrain lavout.int widtl

recurr Llavoutiwidtl, GridBagCanstrain .CENTEEL 7

/vt
* Generazte lavout ccasTtral

2/

7/

Pigurs D2 Example Javs Module (2 o£5).
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-

*

@param width
fparam anchor

crid widtchk (<2
see GridBagConstra

vy
private GridBagConstrain lavoutrint widti,
GridBagConstrain' retVal = null;

Lfiwidtr <= 0.
1f widtl==0 )

= end af raw.

B

int anchorn

widtt = GridBaaConstrain .REMAINDE;

else -
widtr = -widtl

retVal = new GridBaaConstrain
GridBagConstrain .RELATIV,
widtt, 1.
he>ght
1.C. 0.¢C,
anchol,
new Inset: 0, 0, O,
0, 2

H

.

else
retVal = new GridBaaConstrain
GridBagConstrain .RELATIV,

GridBagCcnstralin .BOTE,

/
!

curRowvt+,

/
/
/
/

curRos, //

remainder

/
/

Iric pes H.
cric width.

/
/
/
/

wergat x.
anchece, £il
Laset.

padx, pad

arid pos X.

widtt, 1, 7/ arid width. heila
1.¢, 0.C, // weight x%.
anchoil, GridBagConstrain .NONE, // anchor, EIl
new Inset:: 0, 0, 0, 0., /7 Lnsec
s. /¢ padx, cad
2
returt retvVac;
/ L3
* Generate laveou: cgsnstra:
* dparam width ar.d width (<3 = =pnd of row, } = rema:nder
* dparam anchor see GridBagConstra
* Aparam f:1° see GridBaaCcnstza
g
private GridBagConstrain lavoutiint widti. -nt anchos rat £ill
GridBagConstrain- retVal = null;
18wider <= O
1f: widtl==0
widtlh = GridBacConstrain .REMAINDE;
else
widtt = -widtl:
retVal = new GridBagConstrain-
GridBacConstrain .RELATIV., curRow+, // =rid cos Xx.
widtl, 1, // zric wideh,
he-aht
1.C, 0.1, t/ weigalt x,
anchoi, £1ll, /4 anchor, zesiz
colict
new Inset: Q. 0, 0, 0. // Lnset.
g, 2 // vacz. vad
else
retVal = new GridBagConstrain-
GridBagConstrain .RELATIV., curRos, // arid pocs X.
width, 1. /7 agrid width. heira
0.1, 0.1, // weicht x.
anchol £111, // ancheor, reszz

T o %o Dunm .
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new Inset:0, 0, 0, Q. // inset.
5, 2 // padx. cad

returr retVal;

/V't
¥ Raespond to mouse-click on cthe "SAVE" pushb

-
v/
orivate voic saveButton actienPerforn ActicnEven e:
componentPane.recordDat .;
designPane.recordbDat 7
L1f: dsOlc.getName: .equal:idsNev.getNamt

dgNev.copvTcdsOlc ;
try

dsQlc.write ;
buttonPane.getCancelButtc .setTexi "ExiC";;

@param e event from -

catcti TeXspecExceptic ex
ExceptionDialc dlg = new ExceptionbDialc:Confiquratic.
getDefaultfran: ,"TeXscec,trus TeXspecExceptic.erzor,
"Could not save Des.aqnbl+" ex.descriptic 7
Dimensio dlaSize = dlc.getPreferredSis: ;
Dimensio frmSize = getSize ;
Point loc = getlLocatic ;
dla.setLocatioc £frmSizi.widtht - dlaSizi.widtl / 2 + loc.x.
frmSize height - dlaSize.height: / 2 + loc.v.;
dlg.show ;

else
tcy
dsNev.write:  ;
buttonPane.getCancelButtc: .setTexit"Exit”;;

1f: dataMode != null dataMode .addComponen dsNewv.; //...
update Jtabl

catcl’ TeXspecExceptic ex

ExceptionDialc dla = new ExceotionDialc Configuratio.
getDefaultfran ."TeXscec.,true TeXspecExceptic.error,
"Could not c<reate new Desicnl+" T+ex.descriotio: 7
Cimensio. dlasize = dlc.getPreferredsis ;

Dimensio. frmSize = getSizd :

Paint Loc = qetlLocatio

dlg.setLocatio. frmSizi.widtlr - dlasSiz.widtl: / 2 + loc.X.
frmSizi.height — dlgSizi.heightt / 2 + lec.v:

dlg.shaw: -;

/==
* Respond t¢ mouse-click on the "CANCEL™ pusht

-

« dparam e event “rom ¢

v/

nrivate voic cancelButton actionPerfornrActicnEven e
dispose . ;

Figure U.i: Exampie java Moduie {3 of 5}.
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E Installation

E.1 Prerequisite Software

‘TrXspec relies on a number of tools which are available without charge and can be downloaded from various
Internet sites. These tools can be installed on various computing platforms. Each of these tools must be
installed on a system before TEXspec can be installed. TgXspec should operate on any platform where each
of these tools has been installed.

€11 Ped

The main TgXspec processing is performed by modules which have been implemented in PERL [28]. Perl
Version 5 was used to develop TEXspec, and earlier versions are unlikely to be compatible.

E.1.2 TgX and ETEX

Various distributions of TgX and HIEX exist for many platforms. TgXspec has been tested on the TeTEX
and MikTEX distributions, but should be compatible with any other valid distribution.

Some distributions do not contain the xy-pic package which provides drawing capabilities that TgXspec
uses to produce Data Flow Diagrams and Structure Charts. or the vmargin package, which TiXspec uses
to control margins. If the selected distribution does not include either of these packages, then the missing
package(s) must be downloaded and installed within the TEX installation. Installation of extension packages
is detailed in documentation of the TEX distribution.

E.1l.3 Noweb

Noweb is a combination of executable programs and a IXTEX extension package. Detailed installation in-
structions are provided for various platforms with the Noweb distribution.

Microsoft Windows-NT users should be aware of the incompatibility of Windows-NT with the Noweb dis-
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tribution binaries (executable images) for other Microsoft Windows systems. Instructions are included with
the Noweb distribution for building NT binaries.

E.1.4 JAVA Runtime Environment

Users wishing to run the Graphical User [nterface must install a Java Runtime Environment that includes
the "Swing” libraries. TgXspec has been tested on Sun Microsystem’s JRE version 1.2 and 1.3, but TEXspec
should be compatible with any Swing enabled envircament.

E.2 TgXspec Specific Installation

The TEXspec distibution includes:

® A number of Perl scripts. If TEXspec is to be run from the command line, then some platforms prefer
these to be placed in a particular location. if the GUT is to be used, then the scripts can be placed
anywhere provided that the GUI search list is updated to look in that location.

o GUI "batch” files. For each Per! script, a file is required to interface between the GUI and Perl.
The TEXspec distribution includes samples for Microsoft Windows environments. These files are only
required if the GUL is to be used, and can be placed anywhere provided that the GUI search list is
updated to look in that location.

¢ A Java ARchive (.jar) file containing the executable GUL This can be placed anywhere, provided that

the Java Runtime Environment can access it.

o A class (.cls) file for each publishable product. These must be placed in the XTEX installation. Instal-

Iation of new class files is detailed in documentation of the TEX distribution.
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Glossary

AECL Atomic Energy of Canada Ltd

API Application Program Interface A set of routines, pratocols, and tools for building software applications.
An API facilitates program development by providing pre-defined components.

ASCIH American Standard Code for Information Interchange A code for representing English characters
as numbers, with each letter assigned a number from 0 to 127.

CASE Computer Aided Sofiware Engineering A category of software that provides a development envi-
ronment for software programming. CASE systems offer tools to automate, manage and simplify the

development process.

CERN Europesn Laboratory for Particle Physics European Organization for Nuclear Research, the world’s
largest particle physics centre.

CNSC Canadian Nuclear Safety Commission Regulator of nuclear energy and materials in Canada.

configuration management system A system to identify and manage change, keeping a record for his-

torical reference.

CP/M Contral Program for Microprocessors Created by Digital Research Corporation, CP/M was one of
the first operating systems for personal computers.

CSA Canadian Standards Association A not-for-profit, nonstatutory, voluntary membership association
engaged in standards development and certification activities.

Symbolic Debugger A program used to find defects (bugs) in other programs. A debugger allows a
programmer to stop a program at a specified point and examine and change the values of variables.

DFD Data Flow Diagram A high level abstraction of software requirements showing conceptual processes
and the flow of data between them.

DGRTP Deep Geologic Repository Technology Program
Design Specification The specification for a single compilable module.
FSF The Free Software Foundation

GUI Graphical User Interface Pronounced goo-ee. A program interface that takes advantage of the com-
puter’s graphics capabilities to make the program easier to use. Well-designed graphical user interfaces

nnn Fean tha nenn Fonm L o L A lanmsacoa
SO QT LAl USCr T LLoITnY 4. Snguages.
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ISO International Organization for Standardization Derived from the greek word iso, which means equal.
Founded in 1946, ISO is an international organization composed of national standards bodies from

over 75 countries.

Java A general purpose, high-level programming language developed by Sun Microsystems. Java is an
object-oriented language similar to C++, but simplified to eliminate language features that cause
common programming errors. Java source code files are compiled into a format called bytecode, which
can then be executed by a Java interpreter. Compiled Java code can run on most computers because
Java interpreters and runtime environments, known as Java Virtual Machines (VMs), exist for most
operating systems, including UNTX, the Macintosh OS, and Windows. Bytecode can also be converted
directly into machine language instructions by a ‘just-in-time’ compiler.

ITEX A typesetting system based on the TEXprogramming language developed by Donald E. Knuth. Most
people who use TrXutilize 8 macro package that provides an easier interface. ¥TgX, originally written
by Leslie Lamport, is ore of the most popular. KTgXprovides higher-level macros, which makes it
easier to format documents but sacrifices some of the flexibility of TEX.

Macintosh A popular model of personal computer made by Apple Computer, featuring a graphical user

interface to make it relatively easy for novices to use the computer productively.

MathType An interactive tool for Windows and Macintash from Design Science Inc that assists in the
creation of mathematical natation for word processing, and for TgX& ETEXand MathML documents

Mini-spec Process Specification The description of what is happening in a bottom level, primitive bubble
in a dataflow diagram.

MS-DOS MicroSoft Disk Operating System Otiginally developed by Microsoft for IBM, MS-DOS was the
standard operating system for [BM-compatible personal computers

MS-Win Microsoft Windows A family of operating systems for personal computers owned by Microsoft
Inc.

N288.7 CSA Standard for the Quality Assurance of Analytical, Scientific, and Design Computer Programs
for Nuclear Power Plants.

QO Object Oriented A special type of programming that combines data structures with functions to create

re-usable abjects.

OPG Ontario Power Generation A company owned by the Government of Ontario which operates the

majority of Canadian nuclear reactors.



PC Personal Computer The first personal computer produced by IBM was called the PC, and increasingly
the term PC came to mean [BM or [BM-compatible personal computers, to the exclusion of other
types of personai computers, such as Macintoshes.

PERL Practical Ertraction and Report Language A programming language developed by Larry Wall,
especially designed for processing text. Pet] is an interpretive language, which makes it easy to build
and test simple programs.

Structure Chart An abstraction of software design showing software modules, usually as a tree, and the
flow of data between them.

search Iist A list of directories to be searched sequentially for a file of a given name. The accurance of the
file at a higher level in the list effectively superceeds files of the same name in directories lower in the
list.

SGMIL Stendard Generglized Markup Language A system for organizing and tagging elements of a doc-
ument. SGML was developed and standardized by the [SO in 1986. SGML itself does not specify
any particular formatting; rather, it specifies the rules for tagging elements. These tags can then be

interpreted to format elements in different ways.

TCM Toolkit for Conceptual Modeling R.J. Wieringas’ collection of software tools to present conceptual
models of software systems in the form of diagrams, tables, trees, and the like.

TRADE Toolkit for Requirements And Design Engineering R.J. Wieringas’ Toolkit for Requirements And
Design Engineering.
UNIX Pronounced yoo-niks. A popular muiti-user, multitasking operating system developed at Bell Labs

in the early 1970s.

W3C World Wide Web Consortium An international consortium of companies invelved with the [nternet
and the Web.

XML, Eztensible Markup Language A specification developed by the W3C. XML is a pared-down version
of SGML, designed especially for Web documents. [t allows designers to create their own customized
tags, enabling the definition, transmission, validation, and interpretation of data between applications
and between organizations.

X-Windows A windowing and graphics system developed at the Massachusetts Institute of Technology.
Almost all UNIX graphical interfaces are based on X-Window.
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LaTeX, 6, 9, 10, 12-14, 16-21, 25, 28, 35, 37, 42,
31, 33, 54, 57, 63, 64
Literate Programming, 6, 12, 27, 28

Mini-Spec, 25
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Noweb, 6, 10, 13, 27, 28, 32, 47, 51-53, 57, 63
OPG, 1

PERL, 13, 14, 27, 28, 38, 50, 51, 53, 54, 69-77
Postcondition, 15, 16, 30, 32, 47, 64
Precondition, 15, 16, 30, 32, 47, 64

Process Specification, 25

Search List, 11, 39
Structure Chart, 2, 3, 8, 11, 15, 27-30, 34-37, 49,
GT |

TCM, 5
TRADE, 5

UNIX, 5
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